Prolog Tutorial

What is Prolog

* Prolog stands for programming in logic. In the logic programming paradigm, prolog language is most widely available. Prolog is a declarative language, which means that a program consists of data based on the facts and rules (Logical relationship) rather than computing how to find a solution. A logical relationship describes the relationships which hold for the given application.
* To obtain the solution, the user asks a question rather than running a program. When a user asks a question, then to determine the answer, the run time system searches through the database of facts and rules.
* The first Prolog was 'Marseille Prolog', which is based on work by Colmerauer. The major example of fourth-generation programming language was prolog. It supports the declarative programming paradigm.
* In 1981, a Japanese computer Project of 5th generation was announced. After that, it was adopted Prolog as a development language. In this tutorial, the program was written in the 'Standard' Edinburgh Prolog. Prologs of PrologII family are the other kind of prologs which are descendants of Marseille Prolog.
* Prolog features are 'Logical variable', which means that they behave like uniform data structure, a backtracking strategy to search for proofs, a pattern-matching facility, mathematical variable, and input and out are interchangeable.
* To deduce the answer, there will be more than one way. In such case, the run time system will be asked to find another solution. To generate another solution, use the backtracking strategy. Prolog is a weakly typed language with static scope rules and dynamic type checking.
* Prolog is a declarative language that means we can specify what problem we want to solve rather than how to solve it.
* Prolog is used in some areas like database, natural language processing, artificial intelligence, but it is pretty useless in some areas like a numerical algorithm or instance graphics.
* In artificial intelligence applications, prolog is used. The artificial intelligence applications can be automated reasoning systems, natural language interfaces, and expert systems. The expert system consists of an interface engine and a database of facts. The prolog's run time system provides the service of an interface engine.
* A basic logic programming environment has no literal values. An identifier with upper case letters and other identifiers denote variables. Identifiers that start with lower-case letters denote data values. The basic Prolog elements are typeless. The most implementations of prolog have been enhanced to include integer value, characters, and operations. The Mechanism of prolog describes the tuples and lists.
* Functional programming language and prolog have some similarities like Hugs. A logic program is used to consist of relation definition. A functional programming language is used to consist of a sequence of function definitions. Both the logical programming and functional programming rely heavily on recursive definitions.

**Applications of Prolog**

The applications of prolog are as follows:

* Specification Language
* Robot Planning
* Natural language understanding
* Machine Learning
* Problem Solving
* Intelligent Database retrieval
* Expert System
* Automated Reasoning

Prerequisite

Before learning Prolog,

Audience

Our Prolog tutorial is designed to help beginners and professionals.

Problems

We assure that you will not find any problem in this Prolog Tutorial. But if there is any mistake, please post the problem in a contact form.

Starting Prolog

Prolog system is straightforward. From one person to other person, the precise details of Prolog will vary. Prolog will produce a number of lines of headings in the starting, which is followed by a line. It contains just

**?-**

The above symbol shows the system prompt. The prompt is used to show that the Prolog system is ready to specify one or more goals of sequence to the user. Using a full stop, we can terminate the sequence of goals.

**For example:**
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**?- write('Welcome to Javatpoint'),nl,write('Example of Prolog'),nl.**

**nl** indicates 'start a new line'. When we press 'return' key, the above line will show the effect like this:

**Welcome to Javatpoint**

**Example of Prolog**

**yes**

**?- prompt** shows the sequence of goal which is entered by the user. The user will not type the prompt. Prolog system will automatically generate this prompt. It means that it is ready to receive a sequence of goals.

The above example shows a sequence of goals entered by the user like this:

**write('Welcome to Javatpoint'), write('Example of Prolog'), nl(twice).**

Consider the following sequence of goals:

**write('Welcome to Javatpoint'),nl,write('Example of Prolog'),nl.**

The above sequence of goals has to succeed in order to be succeeded.

* **write('Welcome to Javatpoint')**  
  On the screen of the user, Welcome to Javatpoint has to be displayed
* **nl**  
  On the screen of the user, a new line has to be output
* **write('Example of Prolog')**  
  On the screen of the user, Example of Prolog has to be displayed
* **nl**  
  On the screen of the user, a new line has to be output

All these goals will simply achieve by the Prolog system by outputting the line of text to the screen of the user. To show that the goals have succeeded, we will output **yes**.

The Prolog system predefined the meanings of **nl** and **write**. Write and nl are called as built-in predicates.

**Halt** and **statistics** are the two other built-in predicates. In almost all Prolog versions, these predicates are provided as standard.

* **?- halt.**  
  The above command is used to terminate the Prolog system.
* **?- statistics.**  
  This command will cause the Prolog system statistics. This statistics feature is mainly used to experienced user. In statistics, the following things will generate:

![Starting Prolog](data:image/png;base64,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)

The above output ends with Yes. Yes, specify that the goal has succeeded, as halt, statistics, and many other built-in predicates always do. When they evaluate, their values produce, which lies in the side-effects.

**'Query'** is a sequence of one or more goals. These goals are entered by the user at the prompt. In this tutorial, we are generally using the 'sequence of goals' term.

Prolog Programs

Using the built-in predicates, the sequence of goals, or specifying a goal at the system prompt would be of little value in itself. To write a Prolog program, firstly, the user has to write a program which is written in the Prolog language, load that program, and then specify a sequence of one or more goals at the prompt.

To create a program in Prolog, the simple way is to type it into the text editor and then save it as a text file like **prolog1.pl**.

The following example shows a simple program of Prolog. The program contains three components, which are known as clauses. Each clause is terminated using a full stop.

1. dog(rottweiler).
2. cat(munchkin).
3. animal(A) :- cat(A).

Using the built-in predicate '**consult'**, the above program can be loaded in the Prolog system.
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**?-consult('prolog1.pl').**

This shows that prolog1.pl file exists, and the prolog program is systemically correct, which means it has valid clauses, the goal will succeed, and to confirm that the program has been correctly read, it produces one or more lines of output. e.g.,

**?-**  
**# 0.00 seconds to consult prolog1.pl**  
**?-**

The alternative of 'consult' is 'Load', which will exist on the menu option if the Prolog system has a graphical user interface.

When the program is loaded, the clause will be placed in a storage area, and that storage area is known as the Prolog database. In response to the system prompt, specify a sequence of goals, and it will cause Prolog to search for and use the clauses necessary to evaluate the goals.

Terminology

In the following program, three lines show the clauses.

1. dog(rottweiler).
2. cat(munchkin).
3. animal(A) :- cat(A).

Using the full stop, each clause will be terminated. Prolog programs have a sequence of clauses. Facts or rules are described by these clauses.

Example of **facts** is **dog(rottweiler)**and**cat(munchkin)**. They mean that '**rottweiler** is a dog' and '**munchkin** is a cat'.

Dog is called a predicate. Dog contains one argument. Word '**rottweiler'** enclosed in bracket( ). Rottweiler is called an atom.

The example of rule is the final line of the program.

1. animal(A) :- dog(A).

The colon(:-) character will be read as 'if'. Here A is a variable, and it represents any value. In a natural way, the rule can be read as "If A is an animal, then A is a dog".

The above clause shows that the **rottweiler** is an animal. Such deduction can also make by Prolog:

**?- animal(rottweiler).**  
**yes**

To imply that **munchkin**is an animal, there is no evidence of this.

**?- animal(munchkin).**  
**no**

More Terminology

Evaluating a goal term determines whether or not it is satisfied. It also means that goal evaluates to true or false.

Note that when a user enters a goal, then sometimes it can be interpreted as a command. For example,

**?- halt.**                 'It is used to exit from the Prolog system.'

Sometimes it can be regarded as a question like,

**?- animal(rottweiler).**    &             'Is rottweiler an animal?'

The following program shows another example about animals. It comprises eight clauses. The comment is shown by all the text between the /\* and \*/.

1. /\* Another Program of Animal \*/
2. Dog(rottweiler).
3. cat(sphynx).        dog(poodle).
4. dog(bulldog).       cat(bengal).
5. dog(dobermann).
6. cat(himalayan). cat(singapura).
7. /\* This Prolog program consists of various clauses. It is always terminated using the full stop.\*/

Predicate dog and predicate cat both have four clauses. Assume that in a text file 'animal.pl', the program has been saved, and output is generated by loading the program and at the system prompt, we are entering a sequence of goals as follows:

**?- consult('animals1.pl').                 System prompt**  
**# 0.01 seconds to consult animals.pl                 animals.pl loaded using the consult**

**?- dog(rottweiler).**  
**yes**

**?- dog(boxer).**  
no

**?- dog(A).**  
**A = rottweiler                 pauses- return key is pressed by the user**

**?- dog(B).**  
**B = rottweiler;                 pauses ? user presses ;**  
**B = poodle;                 pauses ? user presses ;**  
**B = bulldog;                 pauses ? user presses ;**  
**B = dobermann                 No pause ? It will go onto next line**

**?- cat(A). A = sphinx;                 pause ? user presses;  
A = Bengal                 pauses ? user presses return**

**?- listening(dog).                 It will list all the clauses which define predicate dog**

**/\* dog/1 \*/**

**dog(rottweiler).  
dog(poodle).  
dog(bulldog).  
dog(dobermann).  
yes  
?-**

In this example, various new features of Prolog are introduced. The query is as follows:

**?- dog(A).**

It means that find the A's value, and it will be the name of the dog. The answer of Prolog is as follows:

**A = rottweiler**

Other possible answers of A are as follows, poodle, bulldog, dobermann. It will cause the Prolog pause, and because of this, we have to wait for the user to press the 'return' key before it outputs the system prompt ?-.

We can enter the next query as follows:

**?- dog(B).**

This query is the same as before. The above query means that 'find the B's value, and it will be the name of a dog'. The answer of Prolog is as follows:

**B = rottweiler**

Prolog will again pause. This time semicolon (;) key is pressed by the user. Now Prolog will find for an alternative value of B that satisfies the goal dog(B). It will reply as follows:

**B = poodle**

Prolog will again pause. The semicolon (;) key is again pressed by the user. Prolog produces a further solution as follows:

**B = bulldog**

Prolog will again pause. The semicolon (;) key is again pressed by the user. Prolog produces a further solution as follows:

**B = dobermann**

Prolog recognizes that there is no more available solution by not pausing, but the system prompt ?- by immediately going on to the output.

A new built-in predicate is introduced in this example. Specifying the goal

**?- listing(dog)**

In the above goal, Prolog will list all four clauses which define the predicate dog. They will define in the same order as they loaded into the database.

The use of variables in the query is shown by the following example. The sequence of goal is as follows:

**?-cat(A),dog(B).**

This will give us all possible combinations of a cat and a dog.

**?-cat(A),dog(B).**  
**A = sphinx,**  
**B = rottweiler;**

**A = sphinx,**  
**B = poodle;**

**A = sphinx,**  
**B = bulldog;**

**A = sphinx,**  
**B = dobermann;**

etc.

In contrast, the sequence of goal is as follow:

**?-cat(A), dog(A).**

This will give all animals which are both a cat and a dog (in the database, there is no such animal). Here A is 'any value' in both cat(A) and dog(A), but both must have the same value.

**?-cat(A),dog(A).**  
**no**

Types of Prolog

Prolog is used to provide the Tuples, lists, numbers, atoms, and patterns. In this section, we can define the type of objects that are passed as arguments.

Simple Types

This type of Prolog is implementation-dependent. The following table shows the implementation of a simple type of prolog:

|  |  |
| --- | --- |
| **TYPE** | **VALUES** |
| Boolean | true, fail |
| Variables | variables |
| Integer | integers |
| Atom | character sequence |
| Real | floating point number |

The Boolean constants are not passed as an argument. Variables describe the character string. The character strings start with a capital letter or upper case letter. Atoms are constants that have no numerical value. All the atoms start with a lower case letter or small letter.

Composition Types

The distinction between data and program are blurred in prolog. In the argument, data is often passed to predicates. In prolog, the most common data structure is lists. Lists are much like the stack in which we can only sequentially access the lists of elements, and much like the array in which we have a list of elements sequentially.
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Prolog is used to allow arbitrary patterns as data, and that pattern represents tuples. An array is not provided by Prolog. But single or multidimensional arrays may be represented as a list or list of lists. The array can also be represented by a set of facts in the database.

TYPE REPRESENTATION [ comma separated sequence of items ] list pattern sequence of items

Using the square brackets ([]+), a prolog list can represent. The following example shows a list of fruits:

[mango, grapes, orange]

The above list shows the elements mango, grapes, and orange. In prolog list, the elements are ordered. If there are no indexes, the elements will also be ordered. Using the patterns, the tuples can be represented.

**Example**

book(author(aaby,anthony),title(labmanual),data(1991))

Using the pattern matching, the elements of tuples can be accessed.

book(Title,Author,Publisher,Date).author(LName,FName).

Type Predicates

**T**he user has to determine the parameter type because prolog is a weakly typed language. To determine the parameter type in prolog, the following built-in predicate can be used.

|  |  |
| --- | --- |
| **PREDICATE** | **CHECKS IF** |
| atom(A) | A is an atom |
| atomic(A) | A is a number or an atom |
| number(N) | N is an integer or real value |
| var(V) | V is a variable |
| nonvar(NV) | NV is not a variable |
| integer(I) | I is an Integer |
| real(R) | R is a floating-point number |
| T =L | T is a term, L is a list |
| functor(T,F,A) | T is a term with functor F, and A is an arity |
| clause(H, T) | H :- T is a program rule |

In the above example, T =..L, function(T,F,A), and clause(H,T) are used in program manipulation.

**Here**

clause(H,T): It checks the database content.  
T =..L: It can manipulate terms.  
functor(T,F,A): It can also manipulate terms.

The following example shows the predicate function:

functor (T,F,A)

T is a term, F is its functor, and A is its arity.

?- functor(t(x,y,z),F,A).  
F = t  
A = 6  
yes

**Here,**

t: It is the function of the term  
3: It is the arity of the term

Prolog Syntax

The syntax of Prolog is as follows:

Symbols

Using the following truth-functional symbols, the Prolog expressions are comprised. These symbols have the same interpretation as in the predicate calculus.

|  |  |  |
| --- | --- | --- |
| **English** | **Predicate Calculus** | **Prolog** |
| If | --> | :- |
| Not | ~ | Not |
| Or | V | ; |
| and | ^ | , |

Variable

Variable is a string. The string can be a combination of lower case or upper case letters. The string can also contain underscore characters that begin with an underscore or an upper-case letter. Rules for forming names and predicate calculus are the same.

**For example:**
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1. female
2. Male
3. X
4. y
5. mother\_of
6. \_father
7. Pro34

Facts

A fact is like a predicate expression. It is used to provide a declarative statement about the problem. In a Prolog expression, when a variable occurs, it is assumed to be universally quantified. Facts are specified in the form of the **head**. Head is known as the clause head. It will take in the same way as the goal entered at the prompt by the user.

**For example:**

1. holi.
2. cat(bengal).                /\* bengal is a cat \*/
3. dog(rottweiler).            /\* rottweiler is a dog \*/
4. likes(Jolie, Kevin).            /\* Jolie likes Kevin \*/
5. likes(A, Kevin).                /\* Everyone likes Kevin \*/
6. likes(Jolie, B).                /\* Jolie likes everybody \*/
7. likes(B, Jolie), likes(Jolie, B).       /\* Everybody likes Jolie and Jolie likes everybody \*/
8. likes(Jolie, Kevin); likes(Jolie, Ray). /\* Jolie likes Kevin or Jolie likes Ray \*/
9. not(likes(Jolie, pasta)).       /\* Jolie does not like pasta \*/

Queries

In Prolog, the query is the action of asking the program about the information which is available within its database. When a Prolog program is loaded, we will get the query prompt,

1. ?-

After this, we can ask about the information to the run time system. Using the above simple database, we can ask a question to the program like

1. ?- 'It is sunny'.

and it will give the answer

1. yes
2. ?-

The system responds to the query with yes if the database information is consistent to answer the query. Using the available database information, we can also check that the program is capable of proving the query true. No indicates that the fact is not deducible based on the available information.

The system answers no to the query if the database does not have sufficient information.

1. ?- 'It is cold'.
2. no
3. ?-

Rules

Rules extend the logic program capabilities. Rules are used to provide the decision-making process in Prolog. Rules are specified in the form:

1. head:- t1, t2, t3,….., tk. Where k>=1

The head is known as the clause of the head.

:- is known as the clause neck. It is read as 'if'. The body of the clause is specified by t1, t2, t3,…, tk. It contains one or more components, and it can be separated using the commas. A rule will read as 'head is true if t1, t2, t3,…., tk are all true'.

In the following program, first two lines indicate the facts and last two lines indicate the rules:

1. dog(rottweiler).    large(rottweiler).
2. cat(siamese).         large(siamese).
3. large\_animal(A) :- dog(A),large(A).
4. large\_animal(C) :- cat(C),large(C).

The above rules mean that 'large\_animal(A) is true if dog(A) is true, and large(A) is true, etc.'

The last line means that 'large\_animal(C) is true if cat(C) is true, and large(C) is true.

Data Objects in Prolog

In Prolog, data objects are also known as terms. In Prolog, the example of terms is bulldog, dog(rottweiler), A, and cat(A).

Terms have several different types, which are explained as follows:

1. Numbers

In Prolog, all versions allow the use of integers. Any sequence of numbers from 0 to 9 is written as numbers. The numbers are preceded by + or - sign.

**For example,**
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1. 278
2. -64
3. +8
4. 057

The use of numbers with decimal points is allowed by most versions of Prolog. Just like the integer, they are written. It contains a single decimal point. But this decimal point cannot exist before an optional plus(+) or minus(-) sign.

**For example:**

1. 4.32
2. -7.91
3. +8.45.

2. Atoms

Atoms do not have any numerical value. Atoms are like the constants. The atoms can be written in three different ways.

a. Any sequence of upper case or lower case letters, underscores, numerals, starting with a lower case letter. For example,

1. jackson
2. toady\_is\_Saturday
3. smart\_jack
4. x64\_YZ
6. but not
8. Weekend
9. Toady-is-Saturday
10. 64xyz

b. In single quotes, any sequence of characters can be enclosed. It includes lower case letters and spaces. For example,

1. 'today-is-Saturday'
2. 'Today is Saturday'
3. '64xyz'

c. Any sequence of one or more characters includes = @ > < # & + - \* /. For example,

1. <
2. ++-
3. <=
4. -++

3. Variable

A variable is a name that is used to stand for a term. The variable name can be any sequence of one or more upper case letters or lower case letters, underscore, and numerals. It can begin with an underscore or lower case letters.

**For example:**

1. A
2. jack
3. Javatpoint\_X
4. \_987X
6. but not
8. 82\_XYZ
9. Javatpoint-X
10. jack

Prolog Clauses

In Prolog, the program contains a sequence of one or more clauses. The clauses can run over many lines. Using a dot character, a clause can be terminated. This dot character is followed by at least one 'white space' character. The clauses are of two types: facts and rules.

Facts are specified in the form of the **head**. Head is known as the clause head. It will take in the same way as the goal entered at the prompt by the user. The head of a clause must be a compound term or an atom. Compound terms and atoms are collectively called as call terms.

Examples of facts are as follows:

1. holi.
2. likes(Russell, angelina).
3. likes(A, prolog).
4. cat(sphynx).

Rules are specified in the form:
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1. head:- t1, t2, t3,….., tk. Where k>=1

The head is known as the clause of head.

:- is known as the clause neck. It is read as 'if'. The body of the clause is specified by t1, t2, t3, tk. It contains one or more components, and it can be separated using the commas. The goal represents the components. The command is represented by 'and'.

A rule will be read as 'if t1, t2, t3,…., tk are all true, head is true'.

Examples of rules are as follows:

1. corona\_virus(A) :- virus(A), corona(A).
2. grandparent(A, B) :- father(A, C), parent(C, B).
3. go :- write('welcome to javatpoint'), nl.

The following program shows another animal program. This program includes facts and rules.

Examples of Animals Program 2 are as follows:

1. /\* Example of Animals Program 2 \*/
2. dog(rottweiler).        large(rottweiler).
3. cat(siamese).           large(siamese).
4. dog(dobermann).         dog(poodle).
5. dog(boxer).             large(boxer).
6. cat(bengal).
7. dog(weimaraner).        large(weimaraner).
8. dog(samoyed).       small(samoyed).
9. cat(cheetoh).           large(cheetoh).
10. cat(pomeranian).        large(pomeranian).
11. large(mike).
12. large\_animal(A) :- dog(A),large(A).
13. large\_animal(C) :- cat(C),large(C).

Atoms are rottweiler, siamese, dobermann, etc. which are indicated by initial lower case letters. Variables are A and B, which are indicated by initial lower case letters.

Facts are indicated by the first 18 clauses. Rules are indicated by the final two clauses.

Predicates in Prolog

There was a simple program that has five clauses. Head is a compound term for each first three clauses with functor parent. It has two arguments with 2 arity.

1. parent(emma, robert).
2. parent(A, B) :- father(A, B).
3. parent(A, B) :- mother(A, B).
4. father(kevin, mary).
5. mother(anne, mary).

The following program includes the clauses for which functor parent is contained by the head, but a different arity.

For example:

1. parent(kevin).
2. parent(A) :- son(A, B).
3. /\* A is parent if A has a son B \*/

In the same program, we can also use a parent as an atom.
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For example

1. animal(parent).

The above example can cause make confusion too.

An atom can appear as a rule head or as a fact. For example,

1. holi.
2. go :- parent(kevin, Y),
3. write('kevin has a daughter'),
4. write(Y), nl.

The above example regards as a predicate with no arguments, i.e., go/0.

In the previous **Prolog Clauses** file, we have an example of Animals Program 2, which has five predicates: dog/1, cat/1, large/1, small/1, and large\_animal/1. Facts are defined by the first 18 clauses, which represent the predicates dog/1, cat/1, large/1, and small/1 in 6, 4, 7

, and 1 clause respectively. The rules are defined by the final two clauses. Both clauses define large\_animal/1 predicate.

Declarative Interpretation of Rules

Declarative and procedural interpretation both describes the rules. The following example shows the declarative interpretation of the rules as follows:

1. chases(A, B) :- dog(A), cat(B), write(A),
2. write(' chases '), write(B), nl.

In the above example, 'chases(A, B) is true if dog(A) is true, and cat(B) is true, and write(A) is true, etc.'

In the procedural interpretation, "to satisfy chases(A, B), first satisfy dog(A), then satisfy cat(B), then satisfy write(A), etc."

Facts are interpreted declaratively as follows:

1. cat(bengal).

The above will be read as 'bengal is a cat'.

Loading clauses in Prolog

To load the clauses into the database, there are two built-in predicates like: consult/1 and reconsult/1. In both predicates, clauses available in a text file will be loaded into the database. The following example shows the difference between them. Let's assume, **file1.pl** file contains the following details:

1. dog(dane).
2. dog(bandog).
3. dog(mastiff).
4. dog(scottish).
5. dog(labrador).
6. cat(dwelf).
7. cat(chausie).
8. small(bulldog).
9. large(dane).
10. large(mary).
11. large(scottish).
12. large(labrador).
13. large(rottweiler).
14. large(boxer).

The **file2.pl** file contains the following details:

1. dog(bulldog).
2. dog(dane).
3. cat(cheetoh).
4. cat(bill).
5. large(fido).
6. large\_animal(A) :- dog(A), large(A).
7. large\_animal(C) :- cat(C), large(C).

Now we will enter the two goals as follows:

1. ?-consult('file1.pl').
2. ?-consult('file2.pl').

At the prompt, after succession these goals will put these clauses in the database.
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1. dog(dane).
2. dog(bandog).
3. dog(mastiff).
4. dog(scottish).
5. dog(labrador).
6. dog(bulldog).
7. dog(dane).
8. cat(dwelf).
9. cat(chausie).
10. cat(cheetoh).
11. cat(bill).
12. small(bulldog).
13. large(dane).
14. large(dwelf).
15. large(scottish).
16. large(labrador).
17. large(rottweiler).
18. large(boxer).
19. large(fido).
20. large\_animal(A):- dog(A),large(A).
21. large\_animal(C):- cat(C),large(C).

Effectively, the clauses which are loaded from the second file are added to those already loaded from the first file. The clauses are added predicate by predicate. In the above example, we can see that the dog(fido) appears twice in the database. In the Prolog system, there is nothing to prevent this.

By contrast, we will enter the two goals as follows:

1. ?- consult('file1.pl').
2. ?- reconsult('file2.pl').

At the prompt, after succession these goals will put these clauses in the database.

1. dog(bulldog).
2. sdog(dane).
3. cat(cheetoh).
4. cat(bill).
5. small(bulldog).
6. large(fido).
7. large\_animal(A) :- dog(A), large(A).
8. large\_animal(C) :- cat(C), large(C).

In file2.pl, the definition of predicate completely replaces any previous clauses in the database. Now in the usual way, the new predicates can load. The above example shows the following things:

1. The dog/1, cat/1, and large/1 definition will replace those already in the database.
2. In file1.pl, the small/1 definition will remain in the database.
3. In file2.pl, the large\_animal/1 definition is placed in the database.

The above example shows that reconsult is most unhelpful. But reconsult is routinely used in normal program development. Using various consult goals, some program developers choose several parts to load a large program. But the most common method of developing a program by the programmer is to load an entire program as a single file, test the file, and then make the changes in the file. In a new version of file, the programmer will save the changes using the same name, and then the programmer will reload the clauses from the file. To work it properly, we have to check that each time older versions of clauses are deleted. Using the consult, we can achieve this first time and then reconsult each subsequent time.

In various Prolog versions, consult and reconsult predicates are used so frequently. A simplified notation of Prolog describes that ['file1.pl'] standing for consult('file1.pl'), and [-file.pl] standing for reconsult('file1.pl').

Variables in Prolog

In the head or body of the clause, the variables are used. Variables are also used in goals, and those goals are entered at the system prompt.

**Variables in Goals**

In goals, the variable can be interpreted as meaning 'find variable's value that makes the goal satisfied'.

**For example:**

1. ?- large\_animal(X).

The above goal will be read as 'find the X's value such that large\_animal(X) is satisfied'.
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The following example, **Animal Programs 3** shows the third version of Animals Programs. This example is same as **Animals Program 2**, but it has some additional rules as shown below:

1. /\* Example of Animal Programs 3 \*/
2. /\* some additional rules \*/
3. chases(A, B) :-
4. dog(A), cat(B),
5. write(A), write(' chases '), write(B), nl.
6. /\* chases is a predicate. It has two arguments \*/
7. go :- chases(X, Y).
8. /\* go is a predicate. It has no arguments \*/

The following shows a goal:

1. ?- chases(A, B).

The above goal describes that to satisfy chases(A, B), find the value of A and B.

To satisfy the above goal, Prolog will search through all the clauses until a matching clause is found. The search for clauses will be done from top to bottom. In the body of that clause, it will work through the goals one by one, it will work from left to right, and attempting to satisfy each one in turn.

The following example shows the entering of some typical goals at the prompt and the output of Animal Programs 3.

1. ?- consult('animals3.pl').          System prompt
2. # 0.01 seconds to consult animals3.pl   animals3.pl
4. ?- chases(A, B)             In **this**, user backtracks to find two solutions only.
5. dane chases dwelf
6. A = dane,
7. B = dwelf;
9. dane chases chausie
10. A = dane,
11. B = chausie
13. ? - chases(D, labrador).            Nothing chases labrador
14. no
16. ?- go.                  No values of the variable are output. Due to **this**,
17. dane chases dwelf           the user has no opportunity to backtrack.
18. yes

We can't prevent to generate the same answer more than once by backtracking.

For example:

1. chases(dane, dwelf) : - fchasesm.
2. chases(dane, chausie).
3. chases(dane, dwelf) : - freallychasesm.
4. fchasesm.
5. freallychasesm.

Using the backtracking, two identical answers will be produced out of three by the query **?-chases(dane, A)**.

1. ?- chases(dane, A).
2. A = dwelf;
3. A = chausie;
4. A = dwelf;
5. ?-

**Lexical Scope of Variables**

The following clause shows that

1. parent(A, B) :- father(A, B).

In the above clause, the occurrence of A and B variables can be replaced consistently by any other variables like First\_person and Second\_person.

1. parent(First\_person, Second\_person) :-
2. father(First\_person, Second\_person).

The above can't change the program of the user or meaning of the clause.

**Universally Quantified Variables**

In the fact or rule, if a variable appears, it indicates that the fact or rule applies for all possible variable value.

**For example:**

1. large\_animal(A) :- dog(A), large(A).

**Existentially Quantified Variables**

Assume that the database contains various clauses:

1. person(emma, stone, female, 40, chemist).
2. person(denzel, washington, male, 53, solicitor).
3. person(tom, cruise, male, 39, doctor).
4. person(richard, gere, male, 43, architect).
5. person(angelina, jolie, female, 30, engineer).
6. person(hugh, jackman, male, 27, programmer).
7. man(X) :- person(X, Y, male, Z, S).

The above example has six clauses. These clauses define the definition of person/5 predicate. It has 5 arguments with an obvious interpretation like firstname, lastname, gender, age, and occupation of the person.

The rule is defined by the last clause. It has a predicate 'person'. The rules mean that 'for all X, X is a man if A is a man if X is a person whose sex is male.' In the head of the clause, variable X stands for 'for all X', and it is known as **universally quantified**.

Satisfying Goals in Prolog

In this section, we will look at how the goals are satisfied by the Prolog. If the user has a good understanding of this, he will write a powerful Prolog program in a compact way, and it will frequently use just a few clauses.

This process starts when at the system prompt the user specifies a sequence of goals.

For example:

1. ?- owns(A, B), dog(Z), write(A), nl.

The prolog system is used to satisfy each goal sequence by sequence. It will work from left to right. If the goal has variables like owns(A, B), then the Prolog system always involves binding them to value like A to Kevin and B to dane. All sequence of goals succeeds if all goals succeed turn by turn. All the values of variables are output by the Prolog system used in the sequence of goals.
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1. ?- owns(A, B), dog(B), write(A), nl.
2. kevin
3. A = kevin,
4. B = dane

The sequence of goals will fail if it is not possible to satisfy all the goals.

1. ?- owns(A, B), dog(B), write(A), nl.
2. no

We have an issue, and that is what Prolog will do if the first sequence goal succeeds, and the second sequence of goal fails.

Call Terms

In Prolog, every goal must be a term, but it doesn't have any kind of term. The term may be a compound term, list, variables, atoms, not a number, or other types of term which is provided by some particular implementation of Prolog. This is a restriction type of term, and that is known as call term. In the bodies of rule, the goals, and heads of the clauses must also be call terms.

Every goal like go, nl, write('Welcome to javatpoint'), dog(A) has a corresponding predicate as go/0, n1/0, write/1, and dog/1, respectively. The write and nl predicates are known as a functor. It has a number of arguments which are known as arity.

To satisfy the goal, Prolog matches the goal with the heads of clauses in the database, and the search will be done from top to bottom.

**For example:**

1. ?- dog(A).

The above goal will match with the fact as follows:

1. dog(dane).

It will give the output as follow:

1. A = dane

To evaluate the user-defined predicate, there is a fundamental principle in Prolog that is if the facts and rules in the database are unable to satisfy the goal, the goal will fail. It has no intermediate position like 'unknown' or 'not proven'. This is equivalent to making a very strong assumption, which is known as closed world assumption about the database: if the facts and rules in the database are unable to prove any conclusion, it will be false. There is no other information.

Unification in Prolog

We will give a goal to evaluate and Prolog will work through the clauses in the database. In this, Prolog attempts to match the goal with each clause. The matching process works from left to right. The goal will fail if no match is found. If a match is found, the action will take.

Prolog uses the unification technique, and it is a very general form of matching technique. In unification, one or more variables being given value to make the two call terms identical. This process is called binding the variables to values. For example, Prolog can unify the terms cat(A), and cat(mary) by binding variable A to atom mary that means we are giving the value mary to variable A. Prolog can unify person(Kevin, dane) and person(L, S) by binding L and S to atom kevin and dane, respectively.

In starting, all variables have no value. In unification, once a variable bound to the value, it can be made unbound again and then perhaps be bound to a new value using the backtracking.

Unifying Call Terms

In the following, flowchart can summarize the process.
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To consider this, we have three cases. In the first case, an atom is unified with another atom, and it is the easiest way. If two atoms are same, this will only succeed, so

* The atoms dane unifies and dane succeeds.
* The atom dane unifies and 'dane' also succeeds.
* The atom dane unifies and kevin fails.

In the **second case,** an atom is unified with a compound term like **dane**with **likes(Kevin, henry)**. This second case always fails.

In the **third case,** the two compound terms are unified, and it the most common case. For example **dog(A) with likes(kevin, B)** or **likes(A, B)** with **likes(Kevin, henry).** In two compound terms, if functor and arity are same, then the unification fails. Predicate is the same, so unifying dog(A) and likes(Kevin, B) fail.

Same Functor and arity unify the two compound terms like parent(A, B, C) with the head parent(Kevin, tom, 30). It requires the head and clause arguments, which are unified 'pairwise', and it will work from left to right. In the two compound terms, the first arguments are unified, and then their second arguments are unified as so on. So, variable A is unified with atom kevin, then variable B with tom, and then C with 30. If all pairs of arguments in the two compound terms unify the unification, it will succeed just like in this case. It fails if not.

The compound term has any kind of argument like variables, list, numbers, atoms, and compound terms. The following example shows some typical unification:

1. parent(A, B, C)
3. parent(kevin, henry, 30)
4. It will succeed with A, B, and C variables bound to kevin, henry, and 30, respectively.
5. parent(kevin, B, 25)
7. parent(A, henry, 30)
8. The 25 cannot be unified with 30, so it will fail.
9. pred1(A, B, [x, y, z])
11. pred1(X, prolog, Y)
12. The variable A bound to variable X, B bound to atom prolog and variable Y bound to list[x, y, z], so it will succeed.

Repeated Variables

In a compound term, if a variable appears more than once, it will become the slightly more complicated case.

1. pred2(A, A, male)
3. pred2(canada, cat, X)
4. ?

The above has two compound terms in which the first argument is unified successfully. So, the **A** bound to **canada**. In the first compound term, all other values of A are also bound to **canada**. When the two second arguments are examined by Prolog, they are no longer A and **cat** but **canada** and **cat**. These atoms are different, and Prolog fails to unify.

1. pred2(A, A, male)
3. pred2(canada, cat, X)
4. The variable A cannot unify with canada and cat, so it will fail.

All bound variables are replaced by their value before Prolog unified any pair of arguments.

A successful unification is shown by the following example, and it involves repeated variables.

1. pred3(A, A, male)
3. pred3(canada, canada, X)
4. The variable A bound to atom canada and variable X bound to atom male, so it will succeed.

The following example describes a repeated variable in one of the arguments in the compound term.

1. pred(male, female, mypred(A, A, B))
3. pred(L, S, mypred(no, yes, maybe))
4. It will fail.

The variable **L** unifies with atom **male,** and variable **S** unifies with atom **female**. Now the two third arguments are unified by the Prolog, i.e., **mypred(A, A, B)** and **mypred( no, yes, maybe).** Firstly variable A unifies with atom no. The variable **A** successfully bound to **no** so it will succeed. Now, Prolog compares the two second arguments. As A is bound to **no**, instead of A and **yes** the second arguments are now **no** and **yes**, so unification fails.

In the following example, unification succeeds because the second argument **mypred** is now **no** rather than **yes**.

1. pred(male, female, mypred(A, A, B))
3. pred(L, S, mypred(no, no, maybe))
4. L and S variable bound to atom male and female and variables A and B bound to atom no and maybe,

Evaluating Goals in Prolog

We will give a goal like **cat(A)** and **go**. Prolog searches from to bottom in the database. It examines the clauses that have heads with the same functor and arity. It finds that the head unifies with the goal or not. The goal fails if Prolog is unable to make successful unification. If it does, the output depends on whether the clause is a fact or rule.

The goal will immediately succeed if the clause is a fact. If the clause is a rule, one by one, the goal is evaluated in the body of the rule from left to right. The original goal succeeds if they all succeed.

A phrase 'a goal matches a clause' is used by the Prolog. It means that it unifies with the head of the clause. The following example shows a goal:

?-pred(india, X)

In the database, the first clause is with predicated pred/2. Using the following rule, the head can unify with the above goal. We will call this rule as **Rule 1**.

Play Video

1. pred(A, 'asia capital') :-
3. capital(A, B), asia(B), write(A), nl.

In unification, the variable **A** is bound to atom **india,** and variable **X** is bound to atom '**asia capital'**. When A is bound to india, it affects all occurrence of A in the rule. The diagrammatical representation of this is as follow:
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Now in Rule 1, Prolog examines the goals one by one. This process will work from left to right. To succeed the original goal, all the goals have to be satisfied in order. Evaluating each of these goals is the same as evaluating the original goals of the user.

Now will assume that the first clause, which is matched by goal capital(india, B) is the fact capital(india, delhi). In the body of Rule 1, the first goal is satisfied with variable B bound to delhi. Due to this binding, all the occurrence of B is affected in the body of Rule 1. Now we have the following:
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In the body of Rule 1, we will try to satisfy the second goal. The rewritten form is asia(delhi).

1. asia(delhi) :- write('PM Modi is Best'), nl.

Now we will call this above rule as **Rule 2**.

In the body of Rule 2, Prolog tries to satisfy the goals: write('PM Modi is Best') and nl. This will process successfully, and as a side effect, the following line shows as output:

PM Modi is Best

In the body of Rule 1, the first two goals have been satisfied. Two more rewritten form of goals are write(india) and nl. Both the goals succeed, and as a side effect, the following line shows as output:

india

In the body of Rule 1, all the goals have now succeeded. That means the goal that form its head succeeds like pred(india, 'asia capital').

?-pred(india, X)

This specifies that original goals succeed, which is entered by the user, with variable X bound to atom 'asia capital'.

Prolog system produces the output as follows:

?-pred(india, X).

PM Modi is Best

india

X = 'asia capital'

Prolog system focus on the evaluation of goals with the head of clauses using the unification. In the process of satisfying the goal of the user, we will create a linkage between the goal, clause's head, and the goals in the body of rules. Although the description of this process is very lengthy, but visualizing the linkages is very easy.
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A goal of the user is shown below:

?- pred(india, X)

In the above diagram, the user's goal has been placed on the right side. That is because it has much in common with a goal in the rule's body. The following example shows the goals which are entered by the user at the prompt.

?- owns(A, B), cat(B), write(A), nl.

The above sequence of goals will treat in the same way as goals in the imaginary rule. It will say succeed:- **owns(A, B), cat(B), write(A), nl.**

The following flowchart shows the process of evaluating a goal.
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**Fig: Evaluating a Sequence of Goals**
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**Fig: Evaluating a Goal**

The left part shows what happens if any of the goals fails in evaluation. If the goal fails, Prolog tries to find another way of satisfying the most recently satisfied previous goal. This process is called backtracking. Unification and backtracking together comprise the mechanism. Prolog uses that mechanism to evaluate the goal, whether the goal is entered in the body rule or by the user at the prompt.

Backtracking in Prolog

In the process of backtracking, we will go back to the previous goal, and after that, we will try to find another way to satisfy the goal. In this section, we will give two detailed ways to satisfy a sequence of goals using the process of backtracking and unification.

For example:

The following example shows a family relationship between a group of people. In the following clauses, the **mother/2** predicate defines **10** facts, **father/2** predicate defines the **9** facts, and **parent/2** predicate defines the **6** clauses.

1. [M1]                mother(mia, liam)
3. [M2]                mother(mia, haley)
5. [M3]                mother(jessica, chris)
7. [M4]                mother(jessica, mark)
9. [M5]                mother(eva, ben)
11. [M6]                mother(haley, jake)
13. [M7]                mother(bennet, alicia)
15. [M8]                mother(michelle, jennifer)
17. [M9]                mother(alicia, chris)
19. [M10]              mother(alicia, britt)
21. [F1]                 father(liam, michael)
23. [F2]                 father(josh, haley)
25. [F3]                 father(mark, henry)
27. [F4]                 father(mark, alicia)
29. [F5]                 father(josh, chris)
31. [F6]                 father(taylor, michelle)
33. [F7]                 father(josh, mark)
35. [F8]                 father(james, luke)
37. [F9]                 father(james, miller)
39. [P1]                 parent(olivia, matt)
41. [P2]                 parent(olivia, smith)
43. [P3]                 parent(A, B) :- write('mother?'), nl, mother(A, B), write('mother!'), nl.
45. [P4]                 parent(X, Y) :- write('father?'), nl, father(X, Y), write('father!'), nl..
47. [P5]                 parent(alexa, jessa)
49. [P6]                 parent(alexa, dave)

Facts are as follows:

1. mother(jessica, chris).
3. father(josh, chris).

The above facts mean that 'jessica is the mother of chris' and 'josh is the father of chris', respectively. In the above example, we added [M1] labels only for reference purposes. These labels are not part of clauses.
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The following diagram shows the facts of the following example. Here, **f** stands for father.
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Example:

Given query

?- parent(josh, Child), write('The child is '), write(Child), nl.

In this, Prolog tries to satisfy all sequence of goals. Firstly, for variable Child, Prolog finds one or more possible values. It starts with the first goal **parent(josh, Child)**. Prolog tries to unify the first goal with the head of each clause, which defines the predicate **parent/2** in turn. To unify this, Prolog works from top to bottom. Clause [P1] and [P2] firstly search, but Prolog fails to match the goal with either of them. Now, Prolog searches the clause [P3], and this time Prolog is successful in unifying the goal with the clause's head, with A is bound to **josh**, and variable B is bound to variable **Child**.

1. ?- parent(josh, Child), write('The child is '), write(Child), nl.
3. [P3] parent(josh, B) :- write('mother?'), nl, mother(josh, B), write('mother!'), nl.
5. It will succeed with A is bound to josh, and variable B is bound to variable Child.

In the body of rule [P3], Prolog works through the goals and trying to succeed the goal in turn. The goals write('mother?'), and nl is successfully evaluated by Prolog and then produce the following line of text as output:

mother?

Now Prolog comes to the third goal, that is mother(josh, B). But this third goal is not unified with the head of any clauses [M1] to [M10], which defines the predicate mother/2. So, the third goal fails.

Now the Prolog system backtracks. In the body of clause [P3], Prolog goes back to the most recently satisfying goal. It works from right to left. The most recent satisfy goal is **nl**, and we will try to satisfy it.

The **n1/0** built-in predicate is unsatisfiable, that means when we evaluate it while backtracking, it always fails.

Now in the body of [P3], Prolog moves to the left and finds the goal write('mother?'). But this goal always fails because the **write/1** predicate is also unsatisfiable.

In the body of rule [P3], there are no goals available, working from left to right. So, rule **[P3]** is rejected by the Prolog system. Now we have the following:

1. ?- parent(josh, Child), write('The child is '), write(Child), nl.
3. is unbound.

In this case, the most recently evaluated goal is parent(josh, Child), and we will try to satisfy this goal.

Now Prolog goes back to the most recently evaluated previously goal, which is parent(josh, Child), and then we try to satisfy this goal. To find the clauses that define the predicate parent/2, Prolog searches the database from the point it has reached previously, i.e., [P3] clause. Firstly, it examines the [P4] clause and successfully unifies the goal with its head. Variable X is bound to josh, and variable Y is bound to variable Child.

1. ?- parent(josh, Child), write('The child is '), write(Child), nl.
3. [P4] parent(josh, Y) :- write('father?'), nl, father(josh, Y), write('father!'), nl.
4. It will succeed with X is bound to josh, and variable Y is bound to variable Child.

In the body of rule [P4], Prolog works through the goals and trying to succeed the goal in turn. The first two goals of Rule [P4] succeed by Prolog and produce the following line of text as output:

father?

Now Prolog attempts to satisfy the third goal, that is father(josh, Y). Prolog searches the clauses and finds that clause that defines the father/2 predicate in turn. The search works from top to bottom.

The system finds the first clause [F2], and it is a fact. Now, the variable Y is bound to haley. Variable Y is bound to variable Child so, variable Child is also bound to atom haley.

1. ?- parent(josh, Child), write('The child is '), write(Child), nl.
3. [P4] parent(josh, haley) :-
4. write('father?'), nl, father(josh, haley), write('father!'), nl.
6. [F2] father(josh, haley).
7. It will succeed with X is bound to josh, and variable Y and Child bound to each other and then to atom haley.

In the body of rule [P4], there are two further goals, i.e., write('father!') and nl. They both succeed and produce the following line of text as output:

father!

Now in the body of rule [P4], all the goals have succeeded, so the head of the clause, i.e., parent(josh, haley) succeeds. Therefore, in the user's query, the goal parent(josh, Child) succeeds.

In the sequence, the first goal has been satisfied, which is entered by the user. In the sequence, there are three more goals, i.e., write('The child is '), write(Child), and nl. They all succeed and produce the following line of text as output:

The child is haley

In the user's query, all the goals have been successfully satisfied. The Prolog system outputs the value of all variables, which are used in the query.

?- parent(josh, Child), write('The child is '), write(Child), nl.

mother?

father?

father!

The child is haley

Child = haley

Satisfying Goals Summary

The following diagram shows the methods which were described in the previous section.
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**Figure: Evaluating a Sequence of Goals**

Prolog evaluates the goal in turn. To do this, it works from left to right. All sequence of goals succeeds if they all succeed. If one goal fails, Prolog goes back to the previous goals one by one in the sequence and trying to satisfy them from right to left. All the sequence fails if they all fail. Whenever one goal succeeds, Prolog starts to work the goals again from left to right.
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**Figure: Evaluating/Re-evaluating a Goal**
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Summary of Evaluating / Re-evaluating a Goal

To find the goal, Prolog searches all the clauses from top to bottom. Prolog searches in the database until one is found. The goal succeeds if the Prolog matches a clause, and it is a fact. Evaluate the sequence of goals in the body of rule if it is a rule. Prolog continues to search the database for further matches if it is not a rule. The goal fails if the Prolog reaches the end of the database.

Operators in Prolog

notation contains a number of arguments in parenthesis like **likes(hary, jack).**

Any user-defined predicate which has two arguments can be converted into an infix operator as an alternative. In this, we can write the functor between the two arguments, and they have no parenthesis like

1. hary likes jack

Any user-defined predicate which has one argument can be converted into a prefix operator. In this, we can write the functor before the arguments, and they have no parenthesis like

1. isa\_cat bombay

Instead of
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1. isa\_cat(bombay)

Alternatively, we can convert a unary operator into a postfix operator. In this, we can write the functor after the argument.

1. bombay isa\_cat

The rules can also use the operator notation to aid readability. Some users of Prolog may find a rule like

1. likes(hary,A) :- is\_female(A),owns(A,B), isa\_dog(B).

If the above rule is written as follow, it is easier to understand:

1. hary likes A :- A is\_female, A owns B, B isa\_cat.

If preferred, the operator can use the standard notation 'functor and argument'. 'Mixed' notation is also permitted if likes/2, is\_female/1, owns/2, and isa\_dog/1 are all operators and a valid form of the previous rule.

1. likes(hary,X) :- is\_female(A), A owns B ,isa\_cat(B).

At the system prompt, if the user enters a goal using **op** predicate, any user-defined predicate which has one or two arguments can convert into an operator. The op predicate has three arguments.

**For example**

1. ?- op(145, xfy, likes).

'Operator precedence' is shown by the **first argument**. It is an integer from 0 upwards. On the implementation, the range of numbers depends. If the number is lower, the precedence will be higher. When the operator is used more than once in a term, the values of operator precedence will be used to determine the order of operator. In most cases, we will use an arbitrary value like 145.

The **second argument** is represented by one of the three atoms:

**xfy** shows that it is a binary predicate, and it is to be converted into an infix operator.

**fy** shows that it is a unary predicate, and it is to be converted into a prefix operator.

**xf** shows that it is a unary operator, and it is to be converted into a postfix operator.

The name of the predicate is shown by the **third argument**. That predicate is to be converted into an operator.

We can also convert a predicate into an operator by placing a line like

1. ?- op(145, xfy, likes).

In a Prolog program, **consult** or **reconsult** is used to load a file. Note that it must include the prompt(two character ?-). When a goal is used in this way, the whole line is called as a directive. In this case, before the first clause that uses the **likes** operator, the directive must be placed in a file.

Various built-in predicates have been pre-defined as an operator. To compare the numerical value, these include relational operator like < that denote 'greater than' and > that denotes 'less than'.

In the body of the rule, the following terms may be included.

1. A>3
2. B<C
3. X=Y

The built-in predicate is also used the bracket notation that is defined as an operator.

**For example**

1. >(A, 3) instead of A>3.

Arithmetic in Prolog

In the previous sections, the examples are non-numerical. In this section, we will use is/2 built-in predicate. This predicate is predefined as an infix operator. The is/2 predicate is placed between the two arguments.

If the first argument is an unbound variable, the predicate is/2 are mostly used. The goal A is -4.2 which shows that A is bound to number -4.2, and the goal succeed.

Arithmetic expression or number can be expressed by the second argument.

**For example**
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1. A = 6 \* B + C - 3.2 + S - T / 4

In arithmetic expression, any variables must already be bound. The value of these variables must be numerical. The value of arithmetic expression bounds the variable of first argument. If it is not, an error message will be generated as result.

1. ?- A is 5.7 + 2.9 \* 3
2. A = 14.4
4. ?- B is 6, C is B + 2.
5. B = 6,
6. C = 8

In arithmetic expression, + - \* / symbols are special type of infix operator, and these operators are also known as arithmetic operators. In Prolog, operators are used as predicates but here operators are functions and these operators return a numerical value.

Arithmetic expressions can include variables, numbers, operators, and arithmetic functions. These will be written in parentheses with their arguments. These will return numerical values just like the arithmetic operators.

**For example:** Square bracket of 25.

1. ?- A is sqrt(25).
2. A = 5

The minus(-) arithmetic operator is used as a binary infix operator, which is used to describe the difference of two numerical values like A - 2. It is also used as a unary prefix operator, which is used to describe the negative of a numerical value like

1. ?- A is 7, B is -A - 3.
2. A = 7,
3. B = -10

Arithmetic functions and Arithmetic operators available in Prolog are shown in the following table:

1. A + B                                 sum of A and B
3. A - B                                 difference of A and B
5. A \* B                                 product of A and B
7. A / B                                  quotient of A and B
9. A // B                                 'Integer quotient' of A and B
11. A ^ B                                   A to the power of B
13. - A                                       negative of A
15. sin(A)                                 sine of A
17. cos(A)                                cosine of A
19. abs(A)                                absolute value of A
21. sqrt(A)                               square root of A
23. max(A, B)                          larger of A and B

**Example:**

1. ?- A is 30, B is 3, C is A + B + A \* B + sin(A).
2. A = 30,
3. B = 3,
4. C = 123.5

The **is** predicate is used in the normal way. The first argument can be a bound variable or a number with numerical value. In two arguments, the numerical values are calculated. If these values are equal, the goal succeeds. It fails if these values are not equal.

1. ?- A is 5, A is 4+1.
2. A = 7
4. ?- 15 is 9 + 6 - 13 + 20
5. no
7. ?- 22 is 9 + 6 - 13 + 20
8. yes

The goal A is A + 1 will always fail, whether or not A is bound.

1. ?- A is 7, A is A + 1.
2. no

A different approach is used to increase a value by one.

1. /\* Incorrect Version \*/
3. increase(S) :- -S is S + 1.

**?- increase(4).**

**no**

1. /\* Correct version \*/
3. Increase(S, T) :- -T is S + 1.

**?- increase(4, A).**

**A = 5**

Relational Operators

The relational operators are =:=, >, <, >=, =/=, =<. The relational operators compare the values of two arguments. If the first argument's value is equal to, greater than, less than, greater than or equal to, not equal to, less than or equal to the value of second argument, the goal succeeds. Both arguments can be arithmetic expression, bound variable or numbers.

1. ?- 60 - 5 + 10 =:= 85 - 10\*2.
2. yes
4. ?- 59=\=63.
5. yes

Equality Operators in Prolog

To test the equality and inequality, Prolog has three types of relational operators. The value of arithmetic expression can be compared by the first type of relational operator. The terms can be compared by other two types of relational operator.

Equality Operator (=:=)

Given Arithmetic expression

1. E1 =:= E2

If E1 and E2 evaluate to the same value, the above E1 =:= E2 succeed.

**For example:**

Play Video[![](data:image/png;base64,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)](https://campaign.adpushup.com/get-started/?utm_source=banner&utm_campaign=growth_hack)

1. ?- 10+3 =:= 5\*4-7.
2. yes
3. ?- sqrt(25)+10 =:= 3\*7-6
4. yes

Prolog uses checkeven/1 predicate to identify whether an integer is odd or even.

1. checkeven(X) :- Y is X//2, X =:= Y\*2.
2. ?- checkeven(7).
3. no
4. ?- checkeven(18)
5. yes
6. ?- checkeven(-27)
7. no
8. ?- checkeven(-10)
9. yes

The // is the division operator. It divides the first argument to the second argument and the result of this division truncates to the nearest integer between it and zero. So 7//2 is 3, 18//2 is 9, -27//2 is -13, -10//2 is -5. Divide the integer by 2 and multiplies it by 2 will give the original integer if it is even, otherwise it is not.

Inequality Operator (=\=)

Given arithmetic expression

1. E1 =\= E2

If E1 and E2 do not evaluate to the same value, arithmetic expression E1 =\= E2 succeeds.

**For example:**

1. ?- 24 =\= 17+4
2. yes

Terms Identical

Given Goal

1. Term1 == Term2

In the infix operator ==, both arguments must be terms. If Term1 and Term2 are identical, the above goal succeeds.

**For example:**

1. ?- likes(A, prolog) == likes(A, prolog)
2. A = \_
4. ?- likes(A, prolog) == likes(B, prolog)
5. no
6. (Variables A and B are different)
8. ?- A is 25, pred1(A) == pred1(25).
9. A = 25
11. ?- A == 0.
12. no
14. ?- 5+4 == 2+7.
15. no

When the arithmetic expression value is used with is/2, the arithmetic expression value can only evaluate. Here the term is defined by 5+4 with arguments 5 and 4 and functor +. This term is totally different from 2+7 term.

Term Not Identical (\==)

Given goal

1. Term1 \== Term 2

The above goal is used to test whether Term1 and Term2 are not identical. If Term1 == Term2 fails, the Term1 \== Term2 succeeds. Otherwise the goal fails.

**For example:**

1. ?- pred1(A) \== pred1(B).
2. A = \_,
3. B = \_

The above output shows that variables A and B are different variables and both are unbound.

Term Identical With Unification (=)

The == operator is similar to equality operator = but with vital difference. If Term1 and Term2 unify, the Term1==Term2 succeeds.

**For example:**

1. ?- likes(A, mary) = likes(prolog, B).
2. A = prolog,
3. B = mary
4. (Variables A and B are bound to atoms prolog and mary respectively and makes the two terms identical.)
6. ?- pred(A) = pred(25).
7. A = 25
8. (Variable A bound to 25, and makes two terms identical.)
10. ?- likes(A, prolog) = likes(B, prolog).
11. A = B = \_
12. (Binding of A and B makes the terms identical.)
14. ?- A = 5, A =:= 5.
15. A = 5
16. (A=5 clauses A bound to atom 5. The goal A =:= 5 succeed, which confirms that A has the value 5.)
18. ?- 5+4 = 2+7.
19. no
20. (Under ==, the reason is explained.)
22. ?- 5+A = 5+3.
23. A = 3
24. (Variable A bound to atom 3 and makes the two terms identical. Both the terms are 5+3, not the number 8.)
26. ?- likes(A, john) = likes(B, prolog)
27. no
28. (No unification makes the atoms john and prolog identical.)

Non-Unification (\=)

Given goal

1. Term1 \= Term2

If Term1 = Term2 fails, the above goal succeeds. That means two terms cannot be unified. Otherwise the above goal fails.

**For example:**

1. ?- 5+4 \= 2+7.
2. yes
4. ?- likes(A, mary) \= likes(prolog, B).
5. no
6. (Variables A and B bound to atoms mary and prolog respectively and makes the terms identical.)
8. ?- likes(A, mary) \= likes(A, prolog)
9. A = \_

Logical Operator in Prolog

The description of the two operators is explained in this section. It takes arguments, and those arguments are called terms.

Not operator

To provide the negation, **not/1** prefix operator can be placed before any goal. If the original goal fails, the negation goal succeeds. If the original goal succeeds, the negation goal fails.

The use of not/1 is explained in the following example. Suppose a single clause contained in the database.

1. dog(boxer).

**For example:**

Play Video

1. ?- not dog(boxer).
2. no
3. ?- dog(bombay).
4. no
5. ?- not dog(bombay).
6. yes
7. ?- A is 5, A is 5.
8. A = 5
9. ?- A=5, not A is 5.
10. no

Disjunction Operator

The **';/2'** is the disjunction operator. It is an infix operator, which represents 'or'. It takes two arguments, and both the arguments are goals. If either Goal1 or Goal2 succeeds, the Goal1;Goal2 succeeds.

**For example:**

1. ?- 9<4; 10 is 7+3.
2. Yes
3. ?- 5\*5 =:= 25; 12=5+4.
4. Yes

Input and Output Terms in Prolog

Prolog provides the facility to enable the input and output either of character or of terms. It is simpler to use terms. Initially, we will assume that all input is from the keyboard of user and all output is at the screen of the user. In this section, we will describe input and output using external files like CR-ROM or hard disk. Just like many other built-in predicates, the predicates of input and output are unsatisfiable that means while backtracking they always fail.

Output Terms

To provide the input terms, we will use a built-in predicate **write/1**. This predicate takes a single argument. When we evaluate the predicate, the term will be written to the current output stream. By default, the current output stream is the screen of user.

In this tutorial, we have been used many times a built-in predicate **n1/0**. This predicates takes no arguments. When we evaluate nl predicate, this will cause a new line to be output to the current output stream.

**For Example:**

1. ?- write('examples of output term'),nl.
2. examples of output term
3. yes
5. ?- write(30),nl.
6. 30
7. yes
9. ?- write(pred1(x, y, z)),nl.
10. pred1(x, y, z)
11. yes
13. ?- write([x,y,z[a,b,c,d]]),nl.
14. [x,y,z[a,b,c,d]]
15. yes
17. ?- write('example of nl'),nl,nl,write('javatpoint'),nl,write('end of example')
18. example of nl
20. javatpoint
21. end of example

If the atoms have quoted on input, because of write predicate they are not quoted on output. If we want to output the quotes, we can use the **writeq/1** predicate.

**For example:**

1. ?- writeq('example of output stream'),nl.
2. 'example of output stream'
3. yes
5. ?- writeq(cat),nl.
6. cat
7. yes
9. ?- writeq(30)
10. 30
11. yes
13. ?- writeq('cat'),nl.
14. cat
15. yes

Input Terms

To provide the input terms, we will use a built-in predicate **read/1**. This predicate takes a single argument and that argument must be a variable. When we evaluate this predicate, due to this the next term will be read from the current input stream. By default, the current input stream is the keyboard of the user.

In the input stream, at least one white space character or new line and a dot('.') follows the term. The white space and dot are not part of the term, but they are read in.

Note that if the user input is required from the keyboard, a prompt character like colon will be displayed. Before Prolog accepts the input from user, we have to press the 'return' key.

When [Prolog](https://www.javatpoint.com/prolog) evaluates a **read** goal, the input term is unified with the variable of the argument. If the variable of the argument is unbound, it is bound to the input value.

**For example:**

1. ?- read(A).
2. : 30.
3. A = 30
5. ?- read(A).
6. : mary.
7. A = mary
9. ?- read(B).
10. : 'example of input term'.
11. B = 'example of input term'
13. ?- read(A).
14. : pred(x,y,z).
15. A = pred(x,y,z)
17. ?- read(C).
18. : [x,y,pred(u,v,w),[c,b,a]].
19. C = [x,y,pred(u,v,w),[c,b,a]]

If the variable of argument is already bound, the goal succeeds if and only if the previously bound value and input term are identical.

**For example:**

1. ?- A= hary,read(A).
2. : jack.
3. no
5. ?- A=hary,read(A).
6. : hary.
7. A = hary

Input and Output Using Characters

The input term and output term are straightforward. Sometimes it is complex to use the full stops and quotes, and it is not always suitable. For example, to define a predicate that would read characters in series from the keyboard and count the number of vowels is really tedious. For this kind of problem, a better approach is to input a character at a time. To apply this approach, we have to know the ASCII value of the characters. ASCII (American Standard Code for Information Interchange) value is an integer from 0 to 255.

All non-printing characters and printing characters have their corresponding ASCII value. ASCII value of characters, which is less than or equal to 32 is called as control characters or white space characters.

The following table shows the ASCII values of printable characters and some others.

|  |  |  |
| --- | --- | --- |
| **Number** | **Character** | **Description** |
| 9 | Tab |  |
| 10 | end of record |  |
| 32 |  | space |
| 33 | ! | exclamation mark |
| 34 | “ | quotation mark |
| 35 | # | number sign |
| 36 | $ | dollar sign |
| 37 | % | percent sign |
| 38 | & | ampersand |
| 39 | ‘ | apostrophe |
| 40 | ( | left parenthesis |
| 41 | ) | right parenthesis |
| 42 | \* | asterisk |
| 43 | + | plus sign |
| 44 | , | comma |
| 45 | - | hyphen |
| 46 | . | period |
| 47 | / | slash |
| 48 | 0 | 0 digit |
| 49 | 1 | 1 digit |
| 50 | 2 | 2 digit |
| 51 | 3 | 3 digit |
| 52 | 4 | 4 digit |
| 53 | 5 | 5 digit |
| 54 | 6 | 6 digit |
| 55 | 7 | 7 digit |
| 56 | 8 | 8 digit |
| 57 | 9 | 9 digit |
| 58 | : | colon |
| 59 | ; | semicolon |
| 60 | < | less-than |
| 61 | = | equals-to |
| 62 | > | greater-than |
| 63 | ? | question mark |
| 64 | @ | at sign |
| 65 | A | uppercase A |
| 66 | B | uppercase B |
| 67 | C | uppercase C |
| 68 | D | uppercase D |
| 69 | E | uppercase E |
| 70 | F | uppercase F |
| 71 | G | uppercase G |
| 72 | H | uppercase H |
| 73 | I | uppercase I |
| 74 | J | uppercase J |
| 75 | K | uppercase K |
| 76 | L | uppercase L |
| 77 | M | uppercase M |
| 78 | N | uppercase N |
| 79 | O | uppercase O |
| 80 | P | uppercase P |
| 91 | Q | uppercase Q |
| 82 | R | uppercase R |
| 83 | S | uppercase S |
| 84 | T | uppercase T |
| 85 | U | uppercase U |
| 86 | V | uppercase V |
| 87 | W | uppercase W |
| 88 | X | uppercase X |
| 89 | Y | uppercase Y |
| 90 | Z | uppercase Z |
| 91 | [ | left square bracket |
| 92 | \ | backslash |
| 93 | ] | right square bracket |
| 94 | ^ | Caret |
| 95 | \_ | underscore |
| 96 | ` | grave accent |
| 97 | A | lowercase a |
| 98 | B | lowercase b |
| 99 | C | lowercase c |
| 100 | D | lowercase d |
| 101 | E | lowercase e |
| 102 | F | lowercase f |
| 103 | G | lowercase g |
| 104 | H | lowercase h |
| 105 | I | lowercase i |
| 106 | J | lowercase j |
| 107 | K | lowercase k |
| 108 | L | lowercase l |
| 109 | M | lowercase m |
| 110 | N | lowercase n |
| 111 | O | lowercase o |
| 112 | P | lowercase p |
| 113 | Q | lowercase q |
| 114 | R | lowercase r |
| 115 | S | lowercase s |
| 116 | T | lowercase t |
| 117 | U | lowercase u |
| 118 | V | lowercase v |
| 119 | W | lowercase w |
| 120 | X | lowercase x |
| 121 | Y | lowercase y |
| 122 | Z | lowercase z |
| 123 | { | left curly brace |
| 124 | | | vertical bar |
| 125 | } | right curly brace |
| 126 | ~ | tilde |

Output and Input of Characters in Prolog

Outputting Characters

We can use the built-in predicate **put/1** to provide the output of characters. This predicate takes a single argument, and that argument is a number from 0 to 255 or an expression. When we evaluate **put** goal, due to this, a single character will output to the current output stream. This character corresponds to a numerical value and produces the ASCII value of its argument.

**For example:**

1. ?- put(74),nl.
2. J
3. yes
5. ?- put(104),nl.
6. h
7. yes
9. ?- put(92),nl.
10. \
11. yes

Inputting Characters

We can use two built-in predicates **get/1** and **get0/1** to provide the input of a single character. The predicate **get0** takes a single argument as a variable. When we evaluate get0 goal, due to this, a character will be read from the current input stream.

Note that if the user input is required from the keyboard, a prompt character like colon will be displayed. Before Prolog accepts the input from the user, we have to press the 'return' key.

When Prolog evaluates a **get0** goal, the variable is unified with the ASCII value of the input character. If the variable of the argument is unbound, it is bound to the ASCII value.

**For example:**

1. ?- get0(A),nl.
2. : f
3. A = 102
5. ?- get0(B),nl.
6. : R
7. B = 82
9. ?- get0(C),nl.
10. : =
11. C = 61

If the variable of the argument is already bound, the goal succeeds if and only if the ASCII value of input character and numerical value is the same.

**For example:**

1. ?- get0(A),nl.
2. : f
3. A = 102
5. ?- X is 64, get0(X).
6. : @
7. X = 64
9. ?- A=cat,get0(A).
10. : @
11. no
13. ?- A=62.3,get0(A).
14. : =
15. no
17. ?- A=62,get0(A).
18. : >
19. A = 62

The **get** predicate takes a single argument as a variable. When we evaluate **get** goal, due to this, the next non-white-space character will be read from the current input stream. A non-white-space character means a character with an ASCII value less than or equal to 32. Same as get0 predicate, the variable and ASCII value of the character unifies.

**For example**

1. ?- get(A).
2. : P
3. A = 80
5. ?- get(X).
6. :        P
7. X = 80
9. ?- get(A).
10. : ?
11. A = 63

Examples of Using Characters

In the **first example**, we will show how to read the character in a series from the keyboard. It finishes with \* and outputs their corresponding ASCII values one per line.

The **readin** predicate is defined recursively. When we evaluate this predicate, due to this, we will input a single character, and variable A will be bound to its ASCII value. In the process(X) goal, the action depends on whether A contains the value 42 or not, which signifies a \* character. If not, A's value is output and followed by a new line and again call to readlin predicate. If it has, the evaluation of process(X) goal stops. When Prolog reads the \* character, the process will stop. In the following example, 69, 120, 97, 109, etc. shows the ASCII value of characters E, x, a, m, etc.

1. readlin :- get0(A), process(A).
2. process(42).
3. process(A) :- A=\= 42, write(A), nl, readlin.
4. ?- readlin.
5. : Example of Prolog\*
6. 69
7. 120
8. 97
9. 109
10. 112
11. 108
12. 101
13. 32
14. 111
15. 102
16. 32
17. 80
18. 114
19. 111
20. 108
21. 111
22. 103
23. yes

In the **second example**, a number of characters are output instead of the ASCII value of input character. For this, we will use the **count** predicate. This predicate takes two arguments. The first argument read as 'the number of characters counted so far', and the second argument read as 'the total number of characters before \*'.

1. go(Total) :- count(0, Total).
2. count(Oldcount, Result) :-
3. get0(A), process(A, Oldcount, Result).
4. process(42, Oldcount, Oldcount).
5. process(A, Oldcount, Result) :-
6. A =\= 42, New is Oldcount+1, count(New, Result).
7. ?- go(T).
8. : javatpoint Tutorial\*
9. T = 19
11. ?- go(T)
12. : \*
13. T = 0

File Input and Output in Prolog

File Output: Changing the Current Output Stream

* The **tell/1** predicate is used to change the current output stream. This predicate has a single argument as variable or atom, which represents the name of a file like **tell('outfile.txt').**
* When **tell** goal is evaluated, due to this, the name of the file becomes the current output stream. The specified name file is first created if the file is not already open. If the existing file has the same name, it is deleted.
* When we select a new current output stream, the file which corresponds to the previous current output stream remains open. Using the **told** predicate, we can close only the current output stream.
* The **user** is the default current output stream, i.e., terminal of the user. Using either **told(user)** or **told** predicate, we can restore this value.
* The **told/0** predicate is a built-in predicate that has no argument. When the **told** goal is evaluated, it closes the current output file and resets the current output stream to the user, i.e., terminal of the user.
* The **telling/1** predicate is a built-in predicate that has one argument. This argument must be an unbound variable. When the **telling** goal is evaluated, due to this, the variable to be bound to the current output stream name.

**Output to a File**

The above definition of **tell** says that 'any existing file which has the same name is deleted'. Some application has another possibility like the file is not deleted, and any output is placed after the end of existing file contents. In any practical implementation of [Prolog](https://www.javatpoint.com/prolog), 'append' and 'overwrite' options are available, but it will not use the tell predicate, it may involve using the different predicate.

File Input: Changing the current Input Stream

* The **see/1** predicate is used to change the current input stream. This predicate has a single argument as variable or atom, which represents the name of a file like **see('myfile.txt')**.
* When **see** goal is evaluated, due to this, the name of the file becomes the current input stream. The specified name file is first open(only for read access) if the file is not already open. An error will be generated if we are unable to open a given name of the file.
* When we select a new input stream, the file which corresponds to the current input stream remains open. Using the **seen** predicate, we can only close the current input stream.
* The **user** is the default current input stream, i.e., terminal of the user. Using either **see(user)** or **seen/0** predicate, we can restore this value.
* The **seen/0** predicate is a built-in predicate that has no argument. When the **see** goal is evaluated, it closes the current input file and reset the current input stream to the user, i.e., terminal of the user.
* The **seeing/1** predicate is a built-in predicate that has one argument. This argument must be an unbound variable. When the **seeing** goal is evaluated, due to this, the variable to be bound to the current input stream name.

**Reading from Files: End of Files**

When we evaluate the **read(A)** goal, and if the end of file is encountered, variable A will be bound to atom end\_of\_file.
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When we evaluate the **get0(A)** or **get(A),** and if the end of file is encountered, variable A will be bound to [ASCII](https://www.javatpoint.com/ascii-full-form) value. The range of ASCII values is 0 to 255. This will typically be -1, but on the implementation of Prolog, it may vary one to another.

**Reading from Files: End of Record**

On the basis of the Prolog version, there may be incompatibility for the input of character between reading the end of record from a file and from a terminal of the user.

At the user's terminal, the end of a line of input will be indicated using the character with 13 ASCII value. In a file, the end of record will generally be indicated using the two ASCII values that are 13 followed by 10.

The below program reads a series of characters from the keyboard and prints that characters one per line.

1. readline :- get0(A), process(A).
2. process(13).
3. process(A) :- A=\= 13, put(A), nl, readline.

Instead of **write**, we use **put** that test for **ASCII** value 13. In this, we don't need to not use the \* character to indicate 'end of input'.

1. ?- readline.
2. : Prolog test
3. P
4. r
5. o
6. l
7. o
8. g
10. t
11. e
12. s
13. t
14. yes

Examples of Files

Example 1:

In the following program, we define a **readterms** predicate. This predicate is used to read the first four terms from the given files. It outputs those terms to another specified file, one per line.

1. readterms(Infile, Outfile) :-
2. see(Infile), tell(Outfile),
3. read(X1), write(X1), nl, read(X2), write(X2), nl
4. read(X3), write(X3), nl, read(X4), write(X4), nl
5. see, told.

Assume that textfile.txt contains the three lines of contents as follow:

1. 'first term'.   'second term'.
2. 'third term'.
3. 'fourth term'. 'fifth term'.

The following output will be generated using the **readterms**.

1. ?- readterms('textfle.txt', 'outfile.txt').
2. yes

The above creates a file that contains a four line of text.
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1. first term
2. second term
3. third term
4. fourth term

The above shows that the **readterms** definition is correct as far as it goes. Due to the final two terms, i.e., **seen** and **told**, the current input stream and current output stream to be set to the user. If a large program uses **readterms** as a subgoal, and when the current input stream and current output stream was called, it was not necessarily both user, then the above definition creates a problem.

When we evaluate the goal **readterms**, to restore the original input and output streams as a final step, it becomes a good programming practice. In the body of a rule, we can achieve the input using the **see(P)** and **seeing(P).** We will put these predicate before and after the other terms. In the starting, **P** binds to the current input stream name. In the last, it resets the current output stream to **P**.

In the body of a rule, we can achieve the output using the **tell(X)** and **telling(X).** We will put these predicate before and after the other terms. In the starting, **X** binds to the current output stream name. In the last, it resets the current output stream to **X**.

By the above conventions, the revised definition of **readterms** is described below:

1. readterms(Infile, Output) :-
2. seeing(P), see(Infile), telling(X), tell(Outfile),
3. read(X1), write(X1), nl, read(X2), write(X2), nl,
4. read(X1), write(X1), nl, read(X2), write(X2), nl,
5. seen, see(P), told, tell(X).

Example 2:

To copy the input of characters, we define a **copychars** predicate at the terminal of the user to a specified file until **!** character is entered.

In the following program, the value of current input and output stream is saved and restored by **copychars**. The **copy\_character** task is left, which is defined recursively in the same way to **readin** in the first example of **Output and Input characters** of **Example of using characters**.

1. copychars(Outfile) :- telling(X), tell(Outfile),
2. copy\_characters, told, tell(X).
3. copy\_characters :- get0(A), process(A).
4. /\* ASCII value of ! character is 33 \*/
5. process(33).
6. process(A):-A=\=33, put(A), copy\_characters.

In the following way, use **copychars**:

1. ?- copychars('myfile.txt').
2. : javatpoint
3. yes

This will place the [javatpoint](https://www.javatpoint.com/) character in the myfile.txt file.

Loops in Prolog

The looping facility is contained in most of the programming languages. Looping is used to enable a set of instructions to be repeatedly executed either a fixed number of times or until a given condition met. Prolog has no looping facility, but we can obtain a similar effect. Using this effect, we can evaluate a sequence of goals repeatedly. In various ways, this can be done like built-in predicates, recursion, backtracking, or a combination of these.

Looping a fixed number of times

To execute the instruction a fixed number of times, many programming languages provide 'for loop'. In [Prolog](https://www.javatpoint.com/prolog), there is no such facility available directly, but using recursion, we can obtain a similar effect, which is shown in the following programs:

**Example 1:**

This program outputs the integer value from a specified value down to 1.
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1. loop(0).
2. loop(N) :- N>0, write('value of N is: '), write(N), nl.
3. S is N-1, loop(S).

In the above example, we define the **loop** predicate in terms of itself. The **second clause** read as 'to loop from N, first write the N's value, then subtract one to provide S, then loop from M'. This process will terminate using the **first clause**: 'when the argument is 0, then stop or do nothing'. Here the first clause is called as terminated condition.

1. ?- loop(4).
2. value of N is: 4
3. value of N is: 3
4. value of N is: 2
5. value of N is: 1
6. yes

In the second clause, we are using two goals S is N-1, loop(S) for the loop predicate. Prolog will not work on the obvious alternative of the loop(N-1). When evaluating goals with **is** functor, or with relational operators, only then Prolog evaluates expressions like N-1. If we are using N-1 as an argument of the predicate, it will mean that the term with arguments N and 1, and with infix operator -(minus sign).

**Example 2:**

The following program generates an integer value from first to last inclusive.

1. output\_values(Last\_value, Last\_value) :- write(Last\_value),nl,
2. write('javatpoint Tutorial'), nl.
3. output\_value(First\_value, Last\_value) :- First\_value =\= Last\_value, write(First\_value),
4. nl,N is First\_value+1, output\_values(N,Last\_value).

The above **output\_value** has two arguments. It can be read as 'output the integers from First to Last inclusive'. The above loop terminates when the value of both arguments are same.

1. ?- output\_values(3,9).
2. 3
3. 4
4. 5
5. 6
6. 7
7. 8
8. 9
9. javatpoint Tutorial
11. yes

**Example 3:**

In this program, we will define a predicate that can find the sum of integers from 1 to N. Let's assume N=100.

For this, we start with 1, then add 2, then add 3, ….., then add 100. If we re-expressed this process declaratively in terms of itself, the process will be much easier to program.

100 plus the sum of the first 99 integers is the sum of the first 100 integers.

99 plus the sum of the first 98 integers is the sum of the first 99 integers.

98 plus the sum of the first 97 integers is the sum of the first 98 integers.

…………………………………………………………………………….

3 plus the sum of the first 2 integers is the sum of the first 3 integers.

2 plus the sum of the first 1 integer is the sum of the first 2 integers.

1 is the sum of the first one integer.

To consider this process, we have two distinct cases, the general case and the terminating case. In general case: 'the sum of first N integers is the sum of first N-1 integers, plus N'. In terminating case: 'the sum of first 1 integer is 1'.

1. /\* sum of integers from 1 to N inclusive \*/
2. sumto(1, 1).
3. sumto(N, M) :- N>1, N1 is N-1, sumto(N1, M1), M is M1+N.
4. ?- sumto(100, N).
5. N= 5050
6. ?- sumto(1, 1).
7. yes

For holding the value of N-1, it is essential to use the additional N1 variable. Writing sumto(N-1, M1), etc. instead would work not work correctly. N-1 is not a numerical value, but it is a term.

**Example 4:**

This program is used to read the first 6 terms from the given file and then write these terms to the current output stream. Just like Example 1, it uses a method 'counting down'.

1. read\_six(Infile) :- seeing(M), see(Infile),
2. process\_terms(6), seen, see(M).
3. process\_terms(0).
4. process\_terms(N) :- N>0, read(A), write(A), nl, N1 is N-1,
5. process\_terms(N1).

Looping until a Condition is Satisfied

To execute a set of instructions repeatedly until a given condition is met, many programming languages provide an 'until loop'. Again, Prolog has no looping facility, but we can obtain a similar effect in several ways.

Recursion

The following program shows the use of recursion. It reads the terms which are entered by the user from the keyboard, and it produces term as the output on the screen until the end is encountered.

1. go:- loop(start)
2. loop(end).
3. loop(A) :- A\=end, write('The value is'), read(Word),
4. write('Input value is '), write(Word), nl, loop(Word).
5. ?- go.
6. The value is: javatpoint.
7. Input value is javatpoint
8. The value is: tutorial.
9. Input value is tutorial
10. The value is: end.
11. Input value is end
12. yes

In the above example, the program can be written in a single clause using the ;/2 disjunction operator.

1. loop:- write('The value is'), read(Word),
2. write('Input value is '), write(Word), nl,
3. (Word=end; loop).

If variable Word is bound to the atom end, the disjunction goal **(Word=end;loop)** succeeds. If it is not, the system recursively attempts to satisfy the goal **loop**.
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1. ?- loop
2. The value is: javatpoint.
3. Input value is javatpoint
4. The value is: tutorial.
5. Input value is tutorial
6. The value is: end.
7. Input value is end
8. yes

The following recursive program repeatedly prompts the user to enter a term until the user enters yes or not.

1. get\_answer(Ans) :- write('Enter answer to question').
2. nl, get\_answer1(Answer).
3. get\_answer1(Answer) :-
4. write('yes or no answer'),
5. read(X),
6. ((valid(X), Answer=X, write('The correct answer is '),
7. write(X), nl); get\_answer1(Answer)).
8. valid(yes).  valid(no).
9. ?- get\_answer(Myanswer).
10. Enter answer to question
11. yes or no answer: possibly.
12. yes or no answer: maybe.
13. yes or no answer: no.
14. The correct answer is no
15. Myanswer = no

Use of 'repeat' predicate

In the Prolog program, the easiest way to provide the type of looping is not always recursion. Another method to provide the looping is built-in predicate **repeat**.

The goal **repeat** does not mean that it repeats anything. Whenever it called, it merely succeeds. The value of **repeat** also succeeds while backtracking. Due to this effect, the order of evaluating goals is changed by any other succeeding goal from 'right to left' back to 'left to right'. This predicate can also create a looping effect.

The following program prompts the user repeatedly to enter a term until the user enters either yes or no. This program is an alternative to the previous program.

1. get\_answer(Answer) :-
2. write('Enter answer to question'), nl,
3. repeat, write('yes or no answer'), read(Answer),
4. valid(Answer), write('The correct answer is '), write(Answer), nl.
5. valid(yes).  valid(no).

In the body of **get\_answer**, the first five goals will always succeed. When we evaluate the 5th goal **read(Answer),** it will prompt the user to specify the term. The goal **valid((Answer)** will fail and say unsure if the input of term is not yes or no. Now [Prolog](https://www.javatpoint.com/prolog) will backtrack over **read(Answer)** and **write('yes or no answer')**. Both the goals are unsatisfiable that means while backtracking, it will always fail.

Now backtracking will go to the **repeat** predicate and succeed. Due to this, the evaluation will again proceed forward(left-to-right) and **write('yes or no answer')** and **read(Answer)** both succeeding. Now Prolog will further evaluate the goal **valid(Answer)**.

On the basis of value of **Answer**, which is input by the user, the goal **valid(Answer)** will succeed or fail. If this goal succeeds, the final three goals will succeed that is **write('The correct answer is '),** **write(Answer),** and **nl**. If this goal fails, Prolog will backtrack to the predicate repeat. The overall effect shows that **write('yes or no answer')** and **read(Answer)** both goals are repeatedly called until goal **valid(Answer)** is satisfied, which is the terminating condition.

1. ?- get\_answer(A).
2. Enter answer to question
3. Yes or no answer: unsure.
4. Yes or no answer: possibly.
5. Yes or no answer: yes.
6. The correct answer is yes
7. A = yes

In the body of a clause, the left of **repeat** goals will never be reached on backtracking.

The following program reads a sequence of terms from the specified file. It outputs those terms to the current output stream until we encountered the end of term.

1. readterms(Infile) :-
2. seeing(X), see(Infile).
3. repeat, read(Y), write(Y), nl, Y = end,
4. seen, see(user).

The following program defines a loop between the goals **repeat** and **Y=end**, just like the previous program.

The following line contains in the myfile.txt file.

1. 'first term'.
2. 'second term'.
3. 'third term'.
4. 'fourth term'.
5. 'fifth term'.
6. 'sixth term'.
7. 'seventh term'.
8. 'eighth term'.
9. end.

If we call readterms, the following output will be produced:

1. ?- readterms('myfiles.txt').
2. first term
3. second term
4. third term
5. fourth term
6. fifth term
7. sixth term
8. seventh term
9. eight term
10. end
11. yes

Backtracking with Failure

While backtracking or 'standard' evaluation left-to-right, the **fail** predicate always fails, as the name implies. We can take advantage of this by combining it with Prolog's automatic backtracking to find all the clauses in the database with a specified property.

Searching the database of Prolog

Suppose, the clauses contained in the database as follows:

1. dog(pug).
2. dog(boxer).
3. dog(rottweiler).

Using the predicate **alldogs**, we can process each clause of the **dog** in turn as follows:

1. alldogs :- dog(A), write(A), write('  is a dog'), nl, fail.
2. alldogs.

When we call the **alldogs**, due to this **dog(A)** will be matched with the clauses of **dog** in the database. In the starting, variable A will be bound to atom pug and produced the output as 'pug is a dog'. In the first clause of predicate **alldogs**, the final goal will cause evaluation to fail. Then, Prolog will backtrack over two goals **write** and **nl**, that goals are unsatisfiable until Prolog reaches to **dog(A)**. Then the second time this goal succeeds, and due to this, variable A will be bound to boxer.
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This process will continue until pug, boxer, and rottweiler have all been output, and when evaluation again fails. In the database, there is no further dog, this time call to **dog(A)** will also fail. Due to this, the first clause of **alldogs** will fail. Now the second clause of **alldogs** is examined by Prolog, and this will succeed. After that, the evaluation will stop.

Due to this effect, [Prolog](https://www.javatpoint.com/prolog) will generate a loop through the database. To satisfy the goal **dog(A),** Prolog will find all possible values of **A**.

1. ?- alldogs.
2. pug is a dog
3. boxer is a dog
4. rottweiler is a dog.
5. yes

For the predicate **alldogs**, the second clause is very important. It is used to ensure that the goal succeeds after the database has been searched. It will succeed with only the first line, any call to predicate **alldogs** will eventually fail.

1. alldogs :- dog(A), write(A), write('  is a dog'), nl, fail.
2. ?- alldogs.
3. pug is a dog
4. boxer is a dog
5. rottweiler is a dog.
6. no

The next program is used to search the database, which contains the clauses. The clauses contain the name, occupation, residence, and age of the number of people.

Suppose these five clauses contained in the database as follows:

1. person(tom, cruise, engineer, canada, 30).
2. person(angelina, jolie, doctor, england, 27).
3. person(tom, cruise, teacher, australia, 45).
4. person(vin, diesel, actor, brazil, 41).
5. person(johnny, depp, teacher, colombia, 38).

Using the **allteachers** predicate, we can find the name of all the teachers.

1. allteachers :- person(Firstname, Lastname, \_, \_, teacher),
2. write(Firstname), write(' '), write(Lastname), nl,
3. fail.
4. allteachers.

In this case, the effect of using backtracking with failure is to find all teachers in the database.

1. ?- allteachers.
2. tom cruise
3. johnny depp
4. yes

Both the teachers are found, and if we omit the second clause of **allteachers**, the evaluation of **allteachers** will end with failure. If the goal is entered at the system prompt, this has no importance. In the body of a rule, if **allteachers** were used as a goal, it would ensure that it always succeeded.

To search the database, it is not always necessary to use 'backtracking with failure'. For example, we will find all the people in the database using the **somepeople/0** predicate. For this, we will down to jolie, using only standard backtracking.

1. somepeople :- person(Firstname, Lastname, \_, \_, \_),
2. write(Firstname), write(' '), write(Lastname), nl,
3. Lastname=jolie.
4. somepeople.

If the variable Lastname is bound to jolie, the goal **Lastname= jolie** will succeed. If it is not, it will fail. The effect is to search the database down to and include the clause of person with second argument jolie.

1. ?- somepeople.
2. tom cruise
3. angelina jolie
4. yes

The Cut Predicate

In this section, we will provide two examples of predicate definitions. These definitions look correct, but when we use it with backtracking, it will be erroneous.

Example 1:

In this example, we will use a predicate **larger**. In the first two arguments, it takes the larger value. It returns the answer as the third argument value.

1. larger(X, Y, X) ;- X>Y.
2. larger(X, Y, Y).

In this, we search the clauses from 'top to bottom'. If X is less than or equal to Y, the second clause will only be assumed to apply. In the following example, the first two arguments have 7 and 5 value, and when we test the definition with 7 and 5, it gives a correct answer as follows:

1. ?- larger(7, 5, A).
2. A = 7

At this stage, if the system is forced by the user to backtrack, it will examine the second clause for larger, and after that, it will generate an incorrect second answer.
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1. ?- larger(7, 5, A).
2. A = 7;
3. A = 5
4. ?-

Example 2:

In this example, we will use the definition of **sumto/2** predicate. This definition looks correct, but it has a serious flaw.

The goal **sumto(N, S)** is used to calculate the sum of integers from 1 to N. It generates the result as the Y's value.

1. sumto(1, 1).
2. sumto(N, S) :- N1 is N-1, sumto(N1, S1),
3. S is S1+N.
4. ?- sumto(3, S).
5. S = 4

If backtracking is forced, due to this, the system will crash and generate a cryptic error message like 'stack overflow'. When whilst evaluates the goal sumto(3, S), the solution for sumto(1, S) is found by the Prolog. The first clause is rejected while backtracking. Now, the system uses the second clause to satisfy the goal. This causes it to subtract one from one, and then the system evaluates the goal sumto(0, S). When the system does this in turn, it evaluates sumto(-1, S1), then sumto(-2, S1), then sumto(-3, S1), and so on. This process will stop when the system runs out of memory.

In the definition of predicates, **Example 1** and **Example 2** could both be remedied using the additional goals. For example, for this, we will change the definition of larger in the second clause as follows:

1. larger(X, Y, Y) :- X=<Y.

We will also change the definition of **sumto** in the second clause as follows:

1. sumto(N, S) :- N>1, N1 is N-1, sumto(N1, S1), S is
2. S1+N.

It is considerably more difficult to identify such additional terms in other cases.

Using the **cut**, we can avoid unwanted backtracking. The **cut** is represented by **!**. In the body of a rule, when ! goal evaluates for the first time, it always succeeds. It always fails while backtracking. The further evaluation of the current goal always fails, so it prevents this.

**Example 1 (revised)**

1. larger(X, Y, X) :- X>Y, !.
2. larger(X, Y, Y).
3. ?- larger(7, 5, A)  .
4. A = 7
5. ?-

**Example 2 (revised)**

1. sumto(1, 1) :- !.
2. sumto(N, S) :- N1 is N-1, sumto(N1, S1),
3. S is S1+N.
4. ?- sumto(5, S).
5. S = 15
6. ?-

When we use backtracking over cut, it is abandoned to evaluate the current clause of **sumto** or **larger**. It is used to prevent the evaluation of any other clauses for that predicate.

Example 3:

This incorrect program uses a **classify/2** predicate. This predicate is used to classify a number, which can be zero, positive, and negative. In the following program, the first clause deals with zero value of the first argument. The second clause is used to deal with a negative value. The third clause is used to deal with a positive value.

1. classify(0, zero).
2. classify(X, negative) :- X<0.
3. classify(X, positive).
4. ?- classify(0, X).
5. X = zero;
6. X = positive
8. ?- classify(-5, Y).
9. Y = negative;
10. Y = positive
11. ?-

By changing the third clause, the above can be rectified as follows:

1. classify(X, positive) : X>0.

Or we can also use the cut as follows:

**Example 3 (revised)**

1. classify(0, zero) :- !.
2. classify(X, negative) :- X<0, !.
3. classify(X, positive).
4. ?- classify(0, X).
5. X = zero
7. ?- classify(-5, X)
8. X = negative
9. ?-

So, we have rectified all the incorrect programs rather than using cut. We add an additional goal to one of the clauses. This approach is much better than cut. A more difficult case is shown by the following program.

Example 4:

In the following program, we are going to use a predicate **go**. This predicate is used to prompt the user repeatedly for input until the user enters a positive number. In the definition of predicate **classify**, the lack of cuts leads to incorrect answers.

1. classify(0, zero).
2. classify(X, negative) :- X<0.
3. classify(X, positive).
4. go :- write(start), nl.
5. repeat, write('specify a positive number'), read(X),
6. classify(X, Type), Type=positive,
7. write('Positive number is '), write(X), nl.
8. ?- go.
9. start
10. specify a positive number: 30.
11. positive number is 30
12. yes
14. ?- go.
15. start
16. specify a positive number: 0.
17. positive number is 0
18. yes
20. ?- go.
21. start
22. specify a positive number: -5.
23. positive number is -5
24. yes

The expected behavior of **go** is given by changing the definition of **classify** to one, which is defined in the above Example 3 (revised).

**Example 4 (revised)**

1. classify(0, zero) :- !.
2. classify(X, negative) :- X<0, !.
3. classify(X, positive).
4. go :- write(start), nl,
5. repeat,
6. write('specify a positive number'), read(X),
7. classify(X , Type),
8. type = positive,
9. write('positive number is '), write(X), nl.
10. ?- go.
11. start
12. specify a positive number: 0.
13. specify a positive number: -5.
14. specify a positive number: -9.
15. specify a positive number: 30.
16. positive number is 30
17. yes

Cut with Failure

In this section, we will specify another use of '**cut**'. It is used to specify exceptions to general rules. In the following example, we have names of birds in the database as follows:

1. bird(crow).
2. bird(sparrow).
3. bird(parrot).
4. bird(penguins).
5. bird(dove).
6. bird(robin).
7. bird(turkey).
8. bird(hawk).
9. bird(goose).
10. bird(swallow).
11. bird(pigeon).
12. bird(woodpecker).

The following shows the natural rule to add this:

1. can\_fly(A) :- bird(A).

The above rule means that 'all birds can fly'.

The above rule is very general. We cannot ensure that the goal **cry\_fly(penguins)** will always fail? So, we are going to change the predicate **can\_fly** definition in this approach as follows:
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1. can\_fly(penguins) :- fail.
2. can\_fly(A) :- bird(A).

However, the desired result is not provided by the above:

1. ?- can\_fly(parrot).
2. yes
4. ?- can\_fly(penguins).
5. yes

The head of the first **can\_fly** clause and the goal **can\_fly(penguins)** are matched with each other. In the body of that clause, we are trying to satisfy the goal, and the goal obviously **fails**. Now, the system looks at the second **can\_fly** clause. The head and the goal match with each other, and the goal is also satisfied in the body of the clause, i.e., **bird(A),** so the goal **can\_fly(penguins)** succeeds. But this is not the desired result.

We can achieve the desired result by replacing the clause **can\_fly** by

1. can\_fly(penguins) :- !, fail.
2. can\_fly(A) :- bird(A).
3. ?- can\_fly(parrot).
4. yes
6. ?- can\_fly(penguins).
7. no

As before, the head of the first **can\_fly** clause and the goal **can\_fly(penguins)** are matched with each other. In the body of that clause, we are trying to satisfy the goal, the goal obviously **fails**. But here the cut prevents it from backtracking the system, so the goal **can\_fly(penguins)** fails.

**Cut with failure** is the combination of **fail** and goals **!**.

Map Coloring in Prolog

In mathematics, the famous problem was coloring adjacent planar regions. Two adjacent regions cannot have the same color no matter whatever color we choose. Two regions which share some boundary line are considered adjacent to each other. In the following map, the region is shown by some numerical names.
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The above numerical name shows which regions are adjacent. Now we are going to consider the following graph:
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In the above graph, the original boundaries are erased. Now, we have an arc between the two regions name. The arc shows that both regions are adjacent in the original drawing. All the original adjacency information is conveyed by the adjacency graph. Using the following facts or unit clause, the adjacent information can represent in Prolog.

1. adjacent(1,2).         adjacent(2,1).
2. adjacent(1,3).         adjacent(3,1).
3. adjacent(1,4).         adjacent(4,1).
4. adjacent(1,5).         adjacent(5,1).
5. adjacent(2,3).         adjacent(3,2).
6. adjacent(2,4).         adjacent(4,2).
7. adjacent(3,4).         adjacent(4,3).
8. adjacent(4,5).         adjacent(5,4).

In prolog, if we load these clauses, we will get the following behavior for some goals.

Play Video

1. ?- adjacent(2, 3)
2. yes
3. ?- adjacent(5, 3)
4. no
5. ?- adjacent(3, 1)
6. no
7. ?- adjacent(3,2)
8. no

In prolog, one could declare coloring for the regions. It will also use unit clauses.

1. color(1, orange, x).    color(1, orange, y).
2. color(2, pink, x).  color(2, pink, y).
3. color(3, purple, x).    color(3, purple, y).
4. color(4, red, x).   color(4, pink, y).
5. color(5, pink, x).  color(5, purple, y).

Here 'x' and 'y' colorings are encoded. In prolog, two adjacent regions which have the same color show the definition of conflictive coloring. The following example shows the prolog rule or clause to that effect.

1. conflict(R1, R2, Coloring) :-
2. adjacent(R1, R2),
3. color(R1, Color, Coloring),
4. color(R2, Color, Coloring).

Prolog distinguishes the two definitions of 'conflict'. 1st definition defines 1 logical parameter. The 2nd definition defines 3 parameters. Now we have,

1. ?- conflict(R1, R2, y)
2. R1=2    R2=4
3. ?- conflict(R1, R2, y), color(R1, Z, y).
4. R1= 2   R2=4    Z = blue

The above example shows that region 2 and region 4 both are adjacent. It also shows that regions 2 and 4 both are blue. The consequences of prolog program are shown by grounded instance conflict(2, 4, y). One way to demonstrate such a consequence is to draw a program clause tree. In which, root of the tree contains the consequence, to branch the tree, it uses the clause of the program, and lastly, it will produce a finite tree which has all true leaves. Using the fully grounded instance of the clause, we can construct the clause tree, which is shown as follows:
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In the above tree, the bottom leftmost branch corresponds to the unit clause.

adjacent(2,4)

In prolog, this branch is equivalent to the clause  
adjacent(2,4) :- true

In prolog, the consequence of the program is not shown by 'conflict(1, 3, b)' because we can construct a finite clause tree using grounded clauses of P, which contains all 'true' leaves. Likewise, a consequence of the program is shown by 'conflict(a)'. To compute all possible colorings, we will develop a program in prolog. The famous four-color conjecture states that to color regions of the tree, we don't require more than four colors. The following example shows that we require at least four colors:
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Two Factorial Definitions

It is used to find out the factorial functions. The stating of these definitions is as follows:

1. factorial(0,1).
3. factorial(N,F) :-
4. N>0,
5. N1 is N-1,
6. factorial(N1,F1),
7. F is N \* F1.

In prolog, this program has two clauses. The first clause has no body, and it is a unit clause. The second clause of prolog has a body. On the right-hand side of '-', the body of the second clause exists. The symbol '-' will be read as "if". The body consists of literals and that literals can be separated using the commas ','. The symbol '.' will be read as "and". If the clause is a unit clause, then the head of the class will be the whole class. Otherwise, the part of the clause which appears to the left of the colon in ':-' will be the head of the class. The first clause (unit clause) is used to show that "factorial 0 is 1". The second clause is used to show that "factorial of N is F if N>0, N1 is N-1, the factorial of N1 is F1 and F is N\*F1".

In prolog, if we find the factorial of 3, it will respond with a value of W.

1. ?- factorial(3, W).
2. W= 6

Now we are going to construct the following clause tree for factorial(3, W). The clause tree has an instance of variables, but it does not have any free variables. In the original program, each branch can be determined by a clause under a node. Using the instance of head of clause, the node of the tree can be determined. In the clause tree, the children of the node can be determined by the body literals of the clause.
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After evaluation, we can say that all of the arithmetic leaves are true. In the above tree, the lowest link corresponds to the very first clause of the factorial program. The first clause of the program will be written as

1. factorial(0,1) :- **true**.

?- true is the goal of a prolog that always succeeds.

At the root of the tree, the clause tree in the program provides the meaning of the program for the goal. The factorial(3, 6) has a clause tree, and all of the leaves of factorial(3,6) are true that's why factorial(3, 6) is a consequence of the prolog program. The literal factorial(7, 3) has no clause tree and has all true leaves that's why factorial(7, 3) is not a consequence of the prolog program. For the literal factorial(7, 3), the meaning of the program shows that it is false.

1. ?- factorial(4, 24).
2. yes
3. ?- factorial(7, 3).
4. no

The clause trees of the program are also known as AND-trees. If the subtrees are rooted at literals, the root to be a consequence of the program and all the subtrees will also be consequences of the program. Now we know that clause trees give us a meaning.

Now we are going to differentiate between the prolog derivation tree and program clause tree. In prolog, the **derivation tree** is based on the variable-binding mechanism. It is also based on the order that is considered by subgoals. The **clause trees** of the program are static in nature. The clause trees are drawn for a program. The clause tree is simply a declarative reading of the program.

How variables are bound in prolog is shown by the execution of prolog trace to satisfy goals. The on and off of the prolog tracer is shown in the following sample:

1. ?- trace.
2. % The debugger will first creep -- showing everything (trace).
4. yes
5. [trace]
6. ?- factorial(3,X).
7. (1) 0 Call: factorial(3,\_8140) ?
8. (1) 1 Head [2]: factorial(3,\_8140) ?
9. (2) 1 Call (built-in): 3>0 ?
10. (2) 1 Done (built-in): 3>0 ?
11. (3) 1 Call (built-in): \_8256 is 3-1 ?
12. (3) 1 Done (built-in): 2 is 3-1 ?
13. (4) 1 Call: factorial(2, \_8270) ?
14. ...
15. (1) 0 Exit: factorial(3,6) ?
16. X=6
17. [trace]
18. ?- notrace.
19. % The debugger is switched off
21. yes

To find the Prolog goal 'factorial(3, X)', the following animation tree describes another look at the derivation tree. Click on the button 'Step' to start the animation.

In this section, two factorial definitions referred by this title. Here, we show the same predicate name but with three variables.

1. factorial(0,F,F).
3. factorial(N,A,F) :-
4. N > 0,
5. A1 is N\*A,
6. N1 is N -1,
7. factorial(N1,A1,F).

Specify the following goal for this version.

1. ?- factorial(5,1,F).
2. F=120

In the definition, accumulating parameter is shown by the second parameter.

Loading and Editing Programs in Prolog

For loading programs in Prolog, the standard predicates are notations of bracket loader '[ …]', 'consult', 'reconsult'. For example,

1. ?- consult('lists.pro').

The above goal opens the **lists.pro** file. It also helps to load the clause in **lists.pro** file into memory.

The Prolog program is deficient in two main ways. While loading the code, if there will be any syntax error, it shows that source code has a **syntax error**. While testing the program, if the programmer discovers any error, it shows that the program has a **logical error**. In Prolog, the program of the current version is usually considered the prototype for the correct version in the future. To edit the current version, retest, and reload it, this prototype gives us a common practice. The proper working of the rapid prototyping approach shows that the programmer has given a lot of time and effort to analyze the problem. The failure of the rapid prototyping approach shows that now we need to take up a pencil and paper, and we should rethink the requirements and start over.

In Prolog, we could call our editor using the following code and then upon returning from the editor.

Play Video

1. ?- edit('lists.pro'). %% User-defined edit,

To reload the program clause into the memory, one could use the following goal:

1. ? reconsult('lists.pro')002E

This will automatically replace the old definitions. Old clauses and new clauses have to remain in memory together if the user had used 'consult' rather than 'reconsult'. It actually depends upon the system of Prolog.

We will use 'reconsult', if more than one file has been loaded into the memory, and we need only one file to be reloaded. If the predicates are defined by the reload files and that predicates are not defined in the remaining file, the clauses that were originally loaded from the other files will not be disturbed by the reload.

The following example shows the bracket notation and it is very handy.

1. ?- ['file1.pro',file2.pro',file3.pro'].

The above will load all three files into the memory of Prolog.

To edit the programs, many systems of Prolog depend upon the programmer that contains a favorite text editor. The following program in Prolog calls TextEdit on Mac.

1. edit(File) :-
2. name(File, FileString),
3. name('open -e', TextEditString),     %% It edit the line **for** editor
4. append(TextEditString, FileString, EDIT),
5. name(E, Edit),
6. shell(E).

Its source will be loaded to use this editor. Here, we will assume that it is local to the session of Prolog.

1. ?- [edit].
2. yes

and then we will use the 'edit' goal. Now we will assume that file to edit is local to the session of Prolog.

1. ?- edit('p.pl').

Using the file loader, this TextEdit starts up. Edit the program, and using the same filename, save the program.
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In the session of Prolog, we can reconsult the new version after editing and saving the programs in Prolog.

1. ?- reconsult('p.pl').\

The user interactively supplies to load clauses using the goals.

1. ?-consult(user).
2. ?-reconsult(user).
3. ?-[user].

The user then interactively type in the clause at the end of clauses using 'stop'. To end the input, we can use ^Z.

Towers of Hanoi Puzzle in Prolog

We can move the disks to another rod, using the tower of Hanoi puzzle. The movement goes left to right using the center peg. This center peg is like an auxiliary holding peg.

It contains three rods and the different sizes of disks. In this puzzle, at a time, only one disk can be moved. These disks are placed in ascending order that means the smallest disk places upon the largest disk.

The following image contains 3 disks. In 7 moves, the following puzzle can be solved.
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To solve the puzzle, the following recursive prolog program is as follows. This program contains two clauses.
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1. move(1, A, B,\_) :-
2. write('move top disk from'),
3. write(A),
4. write(' to '),
5. write(B),
6. p1.
7. move(P, A, B, C) :-
8. P>1,
9. S is P-1,
10. move(S, A, B, C),
11. move(1, A, B,\_),
12. move(S, C, B, A).

The variables which begin with an underscore or filled in by '\_' are known as 'don't care' variables. In prolog, any structure can freely match by these variables.

The following steps are shown when case N=3 is solved by the prolog.

1. ?- move(3, left, right, center).
2. From left to right move top disk
3. From left to center move top disk
4. From right to center move top disk
5. From left to right move top disk
6. From center to left move top disk
7. From center to right move top disk
8. From left to right move top disk
10. yes

In the program, the movement of a single disk can be described by the first clause. How the solution will recursively obtain is declared by the second clause. In the second clause, N=3, A=left, B=right, and C=center accounts.

1. move(3,left,right,center) **if**
3. move(2,left,center,right) and ] \*
4. move(1,left,right,center) and
5. move(2,center,right,left). ] \*\*

The reading of this declarative clause is correct. The declarative interpretation of recursive clause is closely related to the procedural reading. The following code shows the procedural interpretation:

1. In order to satisfy the goal ?- move(3,left,right,center) **do** **this** :
3. satisfy the goal ?-move(2,left,center,right), and then
4. satisfy the goal ?-move(1,left,right,center), and then
5. satisfy the goal ?-move(2,center,right,left).

The declarative readings for N=2 are as follows:

1. move(2,left,center,right) **if** ] \*
3. move(1,left,right,center) and
4. move(1,left,center,right) and
5. move(1,right,center,left).
6. move(2,center,right,left) **if** ] \*\*
8. move(1,center,left,right) and
9. move(1,center,right,left) and
10. move(1,left,right,center).

In the above code, the body of last two implications is substituted for the heads. The prolog goal generates the solution, and one can see it.

1. move(3,left,right,center) **if**
3. move(1,left,right,center) and
4. move(1,left,center,right) and \*
5. move(1,right,center,left) and
6. ---------------------------
7. move(1,left,right,center) and
8. ---------------------------
9. move(1,center,left,right) and
10. move(1,center,right,left) and \*\*
11. move(1,left,right,center).

In prolog, the three major operations are described as follows:

1. The head of a goal matches against the goals.
2. A new sequence of goals becomes the body of the rule repeatedly. Until
3. We take some simple action, or some condition is satisfied.

Lists and Sequence in Prolog

In Prolog, the list builder uses brackets[...]. A list is referred by the notation [A | B] in which, A is the first element, and whose tail is B. The following example shows the three definitions, where the first element of the list is refereed by the 'car', the tail of the list is referred by 'cdr', list constructor is referred by the 'cons'.

1. car([A | B], A).
2. cdr([A | B], B).
3. cons[A, S, [A | S]).

Where,

* A is the head(car) of [A | B].
* B is the tail(car) of [A | B].
* Put A at the head and B as the tail constructs the list [A | S].

However, the definitions of the above explicit are unneeded. The Prolog team [A|B] refers that A is the head of list and B is its tail. A will bound to the first element of the list, and B will bound to the tail of list if the list can be unified with the team of prolog '[A|B]'.

In this section, many of the predicates are built-in for many interpreters of Prolog.

The predicate 'member/2' definition is described as follows:

1. member(A, [A | S]).
2. member(A, [B | S]) :- member(A, S).

The clauses can be read as follows:

* A is a list member whose first element is A.
* A is a list member whose tail is S if A is a member of S.

We can use this program in many ways. We can also test the membership as follows:

1. ?- member(2, [1, 2, 3]).
2. yes

We can also generate the list member as follows:

1. ?- member(A, [1,2,3]).
2. A = 1 ;
3. A = 2 ;
4. A = 3 ;
5. no

Here, the following derivation tree is used to show how all of the answers are generated by this last goal.
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Each left branch corresponds to a match against the first clause for 'member'. Each right branch corresponds to a match against the second clause. On the lowest right branch, the subgoal 'member(A, [])' will not match any 'member' clause head.

Members have many other uses. This example query is as follows:

1. ?- member([3, B], [[1, a], [2, m], [3, z], [4, v], [3, p]]).
2. B = z ;
3. B = p ;
4. no

In the above query, we intend to search to find the elements which are paired with a specified element. In a list, we can find elements in another way, and these elements will satisfy some constraints:

1. ?- member(A, [23, 45, 67, 12, 222, 19, 9, 6]), B is A\*A, B<100
2. A=9 B=81 ;
3. A=6 B=36 ;
4. no

The member definition is written as follows:

1. member(A, [A | \_]).
2. member(A, [\_ | S]) :- member(A, S).

The "don't care" variable is shown by '\_' (underscore). The "don't care" variable is also known as an anonymous variable. In general, anonymous variables have names in which underscore is the first character.

The following definition for 'takeout' is related to 'member' as follows:

1. takeout(A, [A | S], S).
2. takeout(A, [F | S], [F | T]) :- takeout(A, S, T).

In English, we can paraphrase these clauses as follows:

* The result will be S if A is taken out of [A | S].
* The result will be [A | S] if A is taken out of the tail of [A | S].

For example,

1. ?- takeout(A, [1, 2, 3], L).
2. A=1 L=[2, 3] ;
3. A=2 L=[1, 3] ;
4. A=3 L=[1, 2] ;
5. no

In the definition of 'takeout', using any anonymous variables is not appropriate. The consequence of the definition is 'takeout(3, [1, 2, 3], [1, 2])' which is shown by following clause tree.
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We will get the following goal:

1. ?- takeout(3, X, [a, b, c])
2. X = [3, a, b, c] ;
3. X = [a, 3, b, c] ;
4. X = [a, b, 3, c] ;
5. X = [a, b, c, 3] ;
6. no

The above example explains that 'takeout(A, C, X)' can also be interpreted as "insert A into X to produce C". We can also define:

1. putin(A, L, S) :- append(B, S, L).

The following definition shows the concatenating or appending of two Prolog lists:

1. append([A | B], C, [A | X]) :- append(B, C, X).
2. append([], A, A).

Various possible goals are as follows:

1. ?- append([1, 2, 3], [4, 5], [1, 2, 3, 4, 5]).
2. yes
4. ?- append([1, 2, 3], [4, 5], P).
5. P = [1, 2, 3, 4, 5]
7. ?- append([1, 2, 3], X, [1, 2, 3, 4, 5]).
8. X = [4, 5]
9. ...  and so on.

Simple Input-Output in Prolog

We can read the data using the following predicates of Prolog:

1. seeing(File)
2. see(File)
3. read(Data)
4. seen

To provide the input source, File= 'user ' will choose the keyboard. Otherwise, File should be the existing file disk name. The following program shows a program to read the file data and print it to the screen as follows:

1. browse(File) :-
2. seeing(Old),        /\*It will save for later \*/
3. see(File),      /\* It will open this file \*/
4. repeat,
5. read(Data),         /\* It will read from the file \*/
6. process(Data),
7. seen,           /\* It will close the file \*/
8. seen(Old),      /\* It will show the previous read source \*/
9. !           / \* It means stop now \*/
11. process(end-of-file) :- ! .
12. process(Data) :- write(Data), nl, fail.

We can issue the following goal to inspect the source file for 'browse'. Assume that name of browse is browse.pro:

1. ?- browse('browse.pro').

When 'seeing(Old)' is satisfied by the Prolog, the variable Old will bound to the port and that port is the currently coming read-inputs. When 'see(File)' is satisfied by the Prolog, the file will open whose name is bound as value to 'File' and stream or read port is associated with the file.
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In the program, the 'Data' variable should take value. The sequence of numbers or a Prolog program can contain by the 'File'. In the following section, a file of numbers will be formatted as follows:

1. 32.2        /\* = real 32.2 \*/
2. 31.         /\* = integer 31 \*/
3. 4.0.        /\* = real 4.0 \*/

The following example shows the interactive version of the program of browser:

1. browse :-
2. seeing(Old),        /\* It will save for later \*/
3. see(user),
4. write('specify the file name to browse: '),
5. read(File),
6. see(File),
7. repeat,
8. read(Data),         /\* It will read from File \*/
9. process(Data),
10. seen,           /\* It will close the file \*/
11. see(Old)        /\* It will previous read source \*/
12. !.          /\* It means stop now \*/

Here we will show how to use this version to pay attention to the form that the user supplies the filename.

1. ?- browse.
2. Specify the file name to browse: 'abc.pl'.
3. …

In Prolog, to write the data, we can use the following predicates:

1. telling(File)
2. tell(File)
3. write(Data)
4. nl
5. writeln(Data)
6. told

We will open the output destination screen using the File = 'User'. The following Prolog program is used to save the current program in memory to a file.

1. my\_save(ToFile) :-
2. telling(Old),       /\* It will current write output \*/
3. tell(To File),      /\* It will open this file \*/
4. listing,            /\* It will list all clauses in memory \*/
5. told,           /\* It will close ToFile \*/
6. tell(Old).      /\* resume this output \*/

When 'telling(Old)' is satisfied by the Prolog, the variable 'Old' will bound to the port and that port is associated with the current destination of write-output. When 'tell(ToFile)' is satisfied by the Prolog, the name of the file bound to 'ToFile' will be opened, and stream or output port will be associated with the file. Using the stream or port, the subsequent writing will go to that file. Then 'told' will close the file.